**WEEK-1**

**AIM: A) Write a program to implement word Tokenizer, Sentence and Paragraph Tokenizers.**

**DESCRIPTION:**

Tokenization is the process of breaking a large chunk of text into smaller, manageable units such as sentences, words, or paragraphs. It is a fundamental step in Natural Language Processing (NLP) and is used to prepare text for further analysis.

**Types of Tokenization:**

**Word Tokenizer**

A word tokenizer splits the text into individual words. It helps in analyzing text at the word level, such as counting word frequency, removing stop words, or applying stemming and lemmatization.

**Sentence Tokenizer**

A sentence tokenizer breaks the text into individual sentences based on punctuation marks and grammar rules. It is useful for processing each sentence separately, such as for sentiment analysis or translation.

**Paragraph Tokenizer**

A paragraph tokenizer divides the text into paragraphs, typically by detecting line breaks or empty lines. It is helpful for document-level analysis, such as summarization or topic modelling.

**PROGRAM:**

import nltk

from nltk.tokenize import word\_tokenize, sent\_tokenize

# Download tokenizer models

nltk.download('punkt')

# Sample multi-line paragraph

text = """

Artificial Intelligence is transforming healthcare. It helps doctors diagnose disease early.

Moreover, AI enables personalized treatment for each patient.

This shift can improve outcomes and reduce healthcare costs. Many hospitals now rely on AI-powered systems.

"""

# ---- Word Tokenizer ----

print("\n---- Word Tokenization ----")

words = word\_tokenize(text)

print(words)

# ---- Sentence Tokenizer ----

print("\n---- Sentence Tokenization ----")

sentences = sent\_tokenize(text)

for i, sent in enumerate(sentences, 1):

    print(f"Sentence {i}: {sent}")

# ---- Paragraph Tokenizer ----

paragraphs = text.strip().split('\n\n')

print("\n---- Paragraph Tokenization ----")

for i, para in enumerate(paragraphs, 1):

    print(f"Paragraph {i}: {para}")

**OUTPUT:**

---- Word Tokenization ----

['Artificial', 'Intelligence', 'is', 'transforming', 'healthcare', '.', 'It', 'helps', 'doctors', 'diagnose', 'disease', 'early', '.', 'Moreover', ',', 'AI', 'enables', 'personalized', 'treatment', 'for', 'each', 'patient', '.', 'This', 'shift', 'can', 'improve', 'outcomes', 'and', 'reduce', 'healthcare', 'costs', '.', 'Many', 'hospitals', 'now', 'rely', 'on', 'AI-powered', 'systems', '.']

---- Sentence Tokenization ----

Sentence 1:

Artificial Intelligence is transforming healthcare.

Sentence 2: It helps doctors diagnose disease early.

Sentence 3: Moreover, AI enables personalized treatment for each patient.

Sentence 4: This shift can improve outcomes and reduce healthcare costs.

Sentence 5: Many hospitals now rely on AI-powered systems.

---- Paragraph Tokenization ----

Paragraph 1: Artificial Intelligence is transforming healthcare. It helps doctors diagnose disease early.

Moreover, AI enables personalized treatment for each patient.

This shift can improve outcomes and reduce healthcare costs. Many hospitals now rely on AI-powered systems.

**AIM: B)** **Check how many words are there in any corpus. Also check how many distinct words are there?**

**DESCRIPTION:**

This program is designed to analyze a text corpus by calculating the total number of words and the number of distinct words it contains. First, it uses Natural Language Processing (NLP) techniques to tokenize the text into individual words. Then, it filters out non-alphabetic tokens (such as punctuation or numbers) and converts all words to lowercase to ensure accurate counting. The total number of words represents all valid word occurrences, while the number of distinct words counts only the unique words in the corpus. This kind of analysis is commonly used in text mining, language modeling, and other NLP applications to understand vocabulary richness and word usage patterns.

**PROGRAM:**

import nltk

from nltk.tokenize import word\_tokenize

# Download required tokenizer model

nltk.download('punkt')

# Sample corpus text

text = """

Natural Language Processing is an exciting field of Artificial Intelligence. It allows computers to understand, interpret, and generate human language.

This field includes tasks such as speech recognition, machine translation, and text summarization.

"""

# Tokenize into words

word\_tokens = word\_tokenize(text)

# Clean: convert to lowercase and keep only alphabetic words

cleaned\_words = [word.lower() for word in word\_tokens if word.isalpha()]

# Total words and distinct words

total\_words = len(cleaned\_words)

distinct\_words = len(set(cleaned\_words))

# Print results

print("---- Word Analysis ----")

print("Total number of words:", total\_words)

print("Number of distinct words:", distinct\_words)

# Optional: View distinct words

print("\nDistinct Words:", sorted(set(cleaned\_words)))

**OUTPUT:**

---- Word Analysis ----

Total number of words: 33

Number of distinct words: 30

Distinct Words: ['allows', 'an', 'and', 'artificial', 'as', 'computers', 'exciting', 'field', 'generate', 'human', 'includes', 'intelligence', 'interpret', 'is', 'it', 'language', 'machine', 'natural', 'of', 'processing', 'recognition', 'speech', 'such', 'summarization', 'tasks', 'text', 'this', 'to', 'translation', 'understand']

**WEEK-2**

**AIM: A) Write a program to implement both user-defined and pre-defined functions**

**to generate a) Uni-grams b) Bi-grams c)Tri-grams d) N-grams**

**DESCRIPTION:**

This program demonstrates how to generate n-grams from a given text using both user-defined and pre-defined functions. N-grams are contiguous sequences of *n* items (usually words) from a given text, and are widely used in Natural Language Processing tasks such as text prediction, machine translation, and language modeling.

The program first tokenizes the input text using word\_tokenize() from the NLTK library and removes non-alphabetic tokens for cleaner processing. Then, two methods are used to generate n-grams:

* User-defined Function: A custom Python function is implemented using list slicing to generate unigrams, bigrams, trigrams, and higher-order n-grams by iterating over the word list.
* Pre-defined NLTK Function: The built-in ngrams() function from the nltk.util module is used to generate the same types of n-grams directly.

**PROGRAM:**

**# Pre-Defined**

from nltk.util import ngrams

# Example Sentence

text = """Education empowers students to learn and education

helps teachers to guide and education creates

opportunities to learn and grow in education system around

the world."""

# Tokenize the text into words

words = text.split()

# Create n-grams and store them as lists so they can be reused

unigrams = list(ngrams(words, 1))

bigrams = list(ngrams(words, 2))

trigrams = list(ngrams(words, 3))

quadgrams = list(ngrams(words, 4))

# Print all n-grams

print("---- UNIGRAMS ----")

for gram in unigrams:

    print(gram)

print("\n---- BIGRAMS ----")

for gram in bigrams:

    print(gram)

print("\n---- TRIGRAMS ----")

for gram in trigrams:

    print(gram)

print("\n---- 4-GRAMS ----")

for gram in quadgrams:

    print(gram)

**OUTPUT:**

**---- UNIGRAMS ----**

('Education',)

('empowers',)

('students',)

('to',)

('learn',)

('and',)

('education',)

('helps',)

('teachers',)

('to',)

('guide',)

('and',)

('education',)

('creates',)

('opportunities',)

('to',)

('learn',)

('and',)

('grow',)

('in',)

('education',)

('system',)

('around',)

('the',)

('world.',)

**---- BIGRAMS ----**

('Education', 'empowers')

('empowers', 'students')

('students', 'to')

('to', 'learn')

('learn', 'and')

('and', 'education')

('education', 'helps')

('helps', 'teachers')

('teachers', 'to')

('to', 'guide')

('guide', 'and')

('and', 'education')

('education', 'creates')

('creates', 'opportunities')

('opportunities', 'to')

('to', 'learn')

('learn', 'and')

('and', 'grow')

('grow', 'in')

('in', 'education')

('education', 'system')

('system', 'around')

('around', 'the')

('the', 'world.')

**---- TRIGRAMS ----**

('Education', 'empowers', 'students')

('empowers', 'students', 'to')

('students', 'to', 'learn')

('to', 'learn', 'and')

('learn', 'and', 'education')

('and', 'education', 'helps')

('education', 'helps', 'teachers')

('helps', 'teachers', 'to')

('teachers', 'to', 'guide')

('to', 'guide', 'and')

('guide', 'and', 'education')

('and', 'education', 'creates')

('education', 'creates', 'opportunities')

('creates', 'opportunities', 'to')

('opportunities', 'to', 'learn')

('to', 'learn', 'and')

('learn', 'and', 'grow')

('and', 'grow', 'in')

('grow', 'in', 'education')

('in', 'education', 'system')

('education', 'system', 'around')

('system', 'around', 'the')

('around', 'the', 'world.')

**---- 4-GRAMS ----**

('Education', 'empowers', 'students', 'to')

('empowers', 'students', 'to', 'learn')

('students', 'to', 'learn', 'and')

('to', 'learn', 'and', 'education')

('learn', 'and', 'education', 'helps')

('and', 'education', 'helps', 'teachers')

('education', 'helps', 'teachers', 'to')

('helps', 'teachers', 'to', 'guide')

('teachers', 'to', 'guide', 'and')

('to', 'guide', 'and', 'education')

('guide', 'and', 'education', 'creates')

('and', 'education', 'creates', 'opportunities')

('education', 'creates', 'opportunities', 'to')

('creates', 'opportunities', 'to', 'learn')

('opportunities', 'to', 'learn', 'and')

('to', 'learn', 'and', 'grow')

('learn', 'and', 'grow', 'in')

('and', 'grow', 'in', 'education')

('grow', 'in', 'education', 'system')

('in', 'education', 'system', 'around')

('education', 'system', 'around', 'the')

('system', 'around', 'the', 'world.')

**PROGRAM-2**

**# User-Defined**

def get\_unigrams(words):

"""Return list of unigrams (single words)."""

return [(words[i],) for i in range(len(words))]

def get\_bigrams(words):

"""Return list of bigrams (pairs of consecutive words)."""

return [(words[i], words[i+1]) for i in range(len(words)-1)]

def get\_trigrams(words):

"""Return list of trigrams (triplets of consecutive words)."""

return [(words[i], words[i+1], words[i+2]) for i in range(len(words)-2)]

def get\_ngrams(words, n):

"""Return list of n-grams (n consecutive words)."""

return [tuple(words[i:i+n]) for i in range(len(words)-n+1)]

# Example text

text = """Education empowers students to learn and education

helps teachers to guide and education creates

opportunities to learn and grow in education system around

the world."""

# Preprocessing: Tokenize the sentence into words

words = text.split()

# Generate n-grams using custom functions

unigrams = get\_unigrams(words)

bigrams = get\_bigrams(words)

trigrams = get\_trigrams(words)

quadgrams = get\_ngrams(words, 4)

# Print the results

print("---- UNIGRAMS ----")

for gram in unigrams:

print(gram)

print("\n---- BIGRAMS ----")

for gram in bigrams:

print(gram)

print("\n---- TRIGRAMS ----")

for gram in trigrams:

print(gram)

print("\n---- 4-GRAMS ----")

for gram in quadgrams:

print(gram)

**OUTPUT:**

**---- UNIGRAMS ----**

('Education',)

('empowers',)

('students',)

('to',)

('learn',)

('and',)

('education',)

('helps',)

('teachers',)

('to',)

('guide',)

('and',)

('education',)

('creates',)

('opportunities',)

('to',)

('learn',)

('and',)

('grow',)

('in',)

('education',)

('system',)

('around',)

('the',)

('world.',)

**---- BIGRAMS ----**

('Education', 'empowers')

('empowers', 'students')

('students', 'to')

('to', 'learn')

('learn', 'and')

('and', 'education')

('education', 'helps')

('helps', 'teachers')

('teachers', 'to')

('to', 'guide')

('guide', 'and')

('and', 'education')

('education', 'creates')

('creates', 'opportunities')

('opportunities', 'to')

('to', 'learn')

('learn', 'and')

('and', 'grow')

('grow', 'in')

('in', 'education')

('education', 'system')

('system', 'around')

('around', 'the')

('the', 'world.')

**---- TRIGRAMS ----**

('Education', 'empowers', 'students')

('empowers', 'students', 'to')

('students', 'to', 'learn')

('to', 'learn', 'and')

('learn', 'and', 'education')

('and', 'education', 'helps')

('education', 'helps', 'teachers')

('helps', 'teachers', 'to')

('teachers', 'to', 'guide')

('to', 'guide', 'and')

('guide', 'and', 'education')

('and', 'education', 'creates')

('education', 'creates', 'opportunities')

('creates', 'opportunities', 'to')

('opportunities', 'to', 'learn')

('to', 'learn', 'and')

('learn', 'and', 'grow')

('and', 'grow', 'in')

('grow', 'in', 'education')

('in', 'education', 'system')

('education', 'system', 'around')

('system', 'around', 'the')

('around', 'the', 'world.')

**---- 4-GRAMS ----**

('Education', 'empowers', 'students', 'to')

('empowers', 'students', 'to', 'learn')

('students', 'to', 'learn', 'and')

('to', 'learn', 'and', 'education')

('learn', 'and', 'education', 'helps')

('and', 'education', 'helps', 'teachers')

('education', 'helps', 'teachers', 'to')

('helps', 'teachers', 'to', 'guide')

('teachers', 'to', 'guide', 'and')

('to', 'guide', 'and', 'education')

('guide', 'and', 'education', 'creates')

('and', 'education', 'creates', 'opportunities')

('education', 'creates', 'opportunities', 'to')

('creates', 'opportunities', 'to', 'learn')

('opportunities', 'to', 'learn', 'and')

('to', 'learn', 'and', 'grow')

('learn', 'and', 'grow', 'in')

('and', 'grow', 'in', 'education')

('grow', 'in', 'education', 'system')

('in', 'education', 'system', 'around')

('education', 'system', 'around', 'the')

('system', 'around', 'the', 'world.')

**AIM: B)** **Write a program to calculate the highest probability of a word(w2) occurring after another word(w1).**

**DESCRIPTION:**

This program is built to find the word that most frequently follows another word in a given text. It works by first taking a block of text and breaking it down into individual words. After that, it forms word pairs, where each pair includes a word and the word that comes immediately after it. The program then counts how many times each word occurs and how often each specific word pair appears together. By comparing these counts, it identifies which word is most likely to come after a given word. Finally, it displays each word along with the word that most commonly follows it, giving an idea of which words are strongly connected in the given text. This technique is useful in natural language processing tasks like text prediction and understanding word associations within a sentence or paragraph. The program uses a user-defined approach without relying on any advanced or built-in libraries to do this task.

**PROGRAM:**

from collections import defaultdict

def highest\_probability(text):

  words= text.split()

  bigram\_counts=defaultdict(lambda:defaultdict(int))

  first\_word\_counts = defaultdict(int)

  for i in range(len(words)-1):

    w1=words[i]

    w2 = words[i + 1]

    bigram\_counts[w1][w2]+=1

    first\_word\_counts[w1]+=1

  result={}

  for w1 in bigram\_counts:

    max\_prob = 0

    best\_w2=None

    for w2 in bigram\_counts[w1]:

      prob=bigram\_counts[w1][w2]/first\_word\_counts[w1]

      if prob > max\_prob:

        max\_prob=prob

        best\_w2 = w2

    result[w1]=(best\_w2,max\_prob)

  return result

text = "Education empowers to learn and education helps teachers to guide and education creates opportunities to learn and grow in educational systems around the world."

output=highest\_probability(text)

print("Highest probability of a word(w2)occurring after another word(w1):")

for w1, (w2,prob) in output.items():

  print(f"After'{w1}'->'{w2}' with probability{prob:.2f}")

**OUTPUT:**

Highest probability of a word(w2)occurring after another word(w1):

After'Education'->'empowers' with probability1.00

After'empowers'->'to' with probability1.00

After'to'->'learn' with probability0.67

After'learn'->'and' with probability1.00

After'and'->'education' with probability0.67

After'education'->'helps' with probability0.50

After'helps'->'teachers' with probability1.00

After'teachers'->'to' with probability1.00

After'guide'->'and' with probability1.00

After'creates'->'opportunities' with probability1.00

After'opportunities'->'to' with probability1.00

After'grow'->'in' with probability1.00

After'in'->'educational' with probability1.00

After'educational'->'systems' with probability1.00

After'systems'->'around' with probability1.00

After'around'->'the' with probability1.00

After'the'->'world.' with probability1.00

**WEEK-3**

**AIM: A)** **Write a program to identify the word collocations.**

**DESCRIPTION:** Collocations are pairs or groups of words that frequently appear together in natural language. For example, in English, the words "strong tea" or "make a decision" are commonly used together and are more meaningful as a pair than individually.

This Python program identifies such meaningful word combinations (specifically bigrams — two-word phrases) from a given text using the NLTK (Natural Language Toolkit) library.

**PROGRAM:**

import nltk

from nltk.collocations import BigramCollocationFinder, TrigramCollocationFinder

from nltk.metrics.association import BigramAssocMeasures, TrigramAssocMeasures

from nltk.corpus import stopwords

import string

# Download required NLTK data

nltk.download('punkt')

nltk.download('stopwords')

# Sample text

text = """

natural language processing is a fascinating

area of artificial intelligence.

it deals with how computers understand

and generate human language.

word collocation are pair of words that

appear together more often than by chance.

for example, 'artificial intelligence',

'machine learning', and 'deep learning'.

"""

# Tokenize and preprocess text

tokens = nltk.word\_tokenize(text.lower())

stop\_words = set(stopwords.words('english'))

filtered\_tokens = [t for t in tokens if t not in stop\_words and t not in string.punctuation]

# Bigrams

print('\n=== TOP BIGRAM COLLOCATIONS (with PMI scores) ===')

bigram\_finder = BigramCollocationFinder.from\_words(filtered\_tokens)

bigram\_finder.apply\_freq\_filter(1)

scored\_bigrams = bigram\_finder.score\_ngrams(BigramAssocMeasures.pmi)

for (w1, w2), score in scored\_bigrams[:10]:

    print(f"{w1}-{w2} | PMI: {score:.4f}")

# Trigrams

print('\n=== TOP TRIGRAM COLLOCATIONS (with PMI scores) ===')

trigram\_finder = TrigramCollocationFinder.from\_words(filtered\_tokens)

trigram\_finder.apply\_freq\_filter(1)

scored\_trigrams = trigram\_finder.score\_ngrams(TrigramAssocMeasures.pmi)

for (w1, w2, w3), score in scored\_trigrams[:10]:

    print(f"{w1}-{w2}-{w3} | PMI: {score:.4f}")

**OUTPUT:**

=== TOP BIGRAM COLLOCATIONS (with PMI scores) ===

appear-together | PMI: 4.8074

area-artificial | PMI: 4.8074

chance-example | PMI: 4.8074

collocation-pair | PMI: 4.8074

computers-understand | PMI: 4.8074

deals-computers | PMI: 4.8074

example-'artificial | PMI: 4.8074

fascinating-area | PMI: 4.8074

generate-human | PMI: 4.8074

often-chance | PMI: 4.8074

=== TOP TRIGRAM COLLOCATIONS (with PMI scores) ===

appear-together-often | PMI: 9.6147

chance-example-'artificial | PMI: 9.6147

collocation-pair-words | PMI: 9.6147

computers-understand-generate | PMI: 9.6147

deals-computers-understand | PMI: 9.6147

fascinating-area-artificial | PMI: 9.6147

often-chance-example | PMI: 9.6147

pair-words-appear | PMI: 9.6147

processing-fascinating-area | PMI: 9.6147

together-often-chance | PMI: 9.6147

**AIM: B)** **Write a program to print all words beginning with a given sequence of letters**

**DESCRIPTION:**

This program takes a block of text and prints all words that begin with a user-given sequence of letters (prefix). It splits the text into words, removes punctuation, converts them to lowercase, and checks which words start with the given prefix. Matching words are then displayed to the user.

**PROGRAM:**

# Program to print all words beginning with a given sequence of letters

# Sample text or list of words

text = """Natural language processing is a fascinating area of

artificial intelligence. It deals with how computers understand

and generate human language."""

# Convert text to a list of words

words = text.split()

# Ask user for the sequence of letters

prefix = input("Enter the starting sequence: ").lower()

# Print words beginning with the given prefix

print(f"\nWords beginning with '{prefix}':")

for word in words:

clean\_word = word.strip('.,!;:').lower()

if clean\_word.startswith(prefix):

print(clean\_word)

**OUTPUT:**

['Natural', 'language', 'processing', 'is', 'a', 'fascinating', 'area', 'of', 'artificial', 'intelligence.', 'It', 'deals', 'with', 'how', 'computers', 'understand', 'and', 'generate', 'human', 'language.']

Enter The starting sequence: i

Words Begining with 'i':

is

intelligence

it

**AIM:C)** **Write a program to print all words longer than four characters**

**DESCRIPTION:**

This program splits a given sentence into individual words and checks the length of each word. If a word has more than four characters, it is printed. The program also removes basic punctuation from the words before checking their length.

**PROGRAM:**

# Sample text

text = "natural language processing is a fascinating area of artificial intelligence"

# Split the text into words

words = text.split()

# Print words longer than 4 characters

print("Words longer than 4 characters:")

for word in words:

clean\_word = word.strip('.,!?;:')

if len(clean\_word) > 4:

print(clean\_word)

**OUTPUT:**

Words longer than 4 characters:

natural

language

processing

fascinating

artificial

intelligence

**WEEK-4**

**AIM:A**)Write a program to identify the mathematical expression in a given sentence

**DESCRIPTION:** This Python program extracts mathematical expressions from a given natural language sentence. It identifies patterns that resemble equations or formulas by tokenizing the input and filtering valid math components.

**PROGRAM:**

def is\_operator(token):

    """Check if the token is a mathematical operator or parenthesis."""

    return token in ['+', '-', '\*', '/', '^', '=', '(', ')']

def is\_operand(token):

    """Check if the token is a number (possibly decimal) or alphabet (variable)."""

    return token.replace('.', '', 1).isdigit() or token.isalpha()

def tokenize(text):

    """Convert the sentence into individual tokens (operands and operators)."""

    tokens = []

    current = ''

    for ch in text:

        if ch in '+-\*/^=()':

            if current:

                tokens.append(current.strip())

                current = ''

            tokens.append(ch)

        elif ch.isalnum() or ch == '.':

            current += ch

        else:

            if current:

                tokens.append(current.strip())

                current = ''

            # Ignoring punctuation/space as a token

    if current:

        tokens.append(current.strip())

    return tokens

def extract\_math\_expressions(tokens):

    """Extract valid mathematical expressions with at least 3 components (e.g., a=b\*c)."""

    expressions = []

    current\_expression = []

    for token in tokens:

        if is\_operand(token) or is\_operator(token):

            current\_expression.append(token)

        else:

            # End current expression if we hit non-math token

            if len(current\_expression) >= 3:

                expressions.append(''.join(current\_expression))

            current\_expression = []

    if len(current\_expression) >= 3:

        expressions.append(''.join(current\_expression))

    return expressions

def find\_math\_expressions(sentence):

    tokens = tokenize(sentence)

    expressions = extract\_math\_expressions(tokens)

    return expressions

# Example Usage

sentence = "In physics, force is calculated using F=m\*a and energy is given by E=m\*c^2."

math\_expressions = find\_math\_expressions(sentence)

print("Sentence:", sentence)

print("\nMathematical Expressions found:")

if math\_expressions:

    for expr in math\_expressions:

        print(expr)

else:

    print("No mathematical expressions found.")

**OUTPUT:**

Sentence: In physics, force is calculated using F=m\*a and energy is given by E=m\*c^2

Mathematical Expressions found:

F=m\*a

E=m\*c^2

**AIM: B)** Write a program to identify different components of an email address.

**DESCRIPTION:**

This Python program validates an email address and extracts its components. It checks for a proper structure with exactly one @, no spaces, and a valid domain. If valid, it identifies the local part (username), mail server, top-level domain (TLD), and full domain. This helps users understand and analyze email structure effectively.

**PROGRAM:**

def is\_valid\_email(email):

    email = email.strip()

    if ' ' in email:

        return False, "Email contains whitespace"

    if email.count('@') != 1:

        return False, "Email must contain exactly one '@' symbol"

    local\_part, domain\_part = email.split('@')

    if not local\_part:

        return False, "Local part is missing"

    if local\_part.startswith('.'):

        return False, "Local part cannot start with a dot"

    if '.' not in domain\_part:

        return False, "Domain must contain at least one dot (e.g., gmail.com)"

    if domain\_part.startswith('.'):

        return False, "Domain cannot start with a dot"

    return True, "Valid email address"

def extract\_email\_components(email):

    local\_part, domain\_part = email.split('@')

    domain\_parts = domain\_part.split('.')

    mail\_server = domain\_parts[0]

    tld = '.'.join(domain\_parts[1:])

    return {

        'Local part (Username)': local\_part,

        'Mail server': mail\_server,

        'Top level domain (TLD)': tld,

        'Full domain': domain\_part

    }

#  Main Program

email = input("Enter an email address: ").strip()

valid, message = is\_valid\_email(email)

if valid:

    print("\n", message)

    components = extract\_email\_components(email)

    print("Extracted Components:")

    for key, value in components.items():

        print(f"{key}: {value}")

else:

    print("\n Invalid Email:", message)

**OUTPUT:**

Enter an email address: alice.smith@outlook.co.in

Valid email address

Extracted Components:

Local part (Username): alice.smith

Mail server: outlook

Top level domain (TLD): co.in

Full domain: outlook.co.in

**WEEK-5**

**AIM: A)** Write a program to identify all antonyms and synonym sofa word.

**DESCRIPTION:** This program takes a word as input and uses the WordNet lexical database from the NLTK (Natural Language Toolkit) library to find all its synonyms and antonyms. The program first retrieves all synsets (sets of cognitive synonyms) of the given word, then collects unique synonym and antonym terms from the lemma entries. Finally, it displays the list of synonyms and antonyms in a readable format. This helps in understanding the semantic relationships of a word and can be useful for natural language processing applications such as text generation, sentiment analysis, and vocabulary building.

**PROGRAM:**

import nltk

from nltk.corpus import wordnet

nltk.download('wordnet')

#nltk.download('omw-1.4')

def get\_synonyms\_antonyms(word):

  synonyms=set()

  antonyms=set()

  for syn in wordnet.synsets(word):

    for lemma in syn.lemmas():

      synonyms.add(lemma.name())

      if lemma.antonyms():

        for ant in lemma.antonyms():

          antonyms.add(ant.name())

  return synonyms,antonyms

word="sofa"

synonyms,antonyms=get\_synonyms\_antonyms(word)

print(f"word: {word}")

print(f"\n synonyms:")

print(",".join(sorted(synonyms))if synonyms else "None Found")

print(f"\n antonyms:")

print(",".join(sorted(antonyms))if antonyms else "None Found")

**OUTPUT:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAmAAAADTCAYAAAAmqq8iAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAADTTSURBVHhe7d1NaFtZmjfwf96VZ0QtSguJtlFHpBHlwSMLemFZxgQvPIsSmDY2iTbjQIJNMFRhrB5QFnEWThYxM20wZSzcETbEswmZiOpxo40FbYKILcM0SCJQjcERZay0tFCgqjR4p3fx+pz33qMr6cqWb/zx/4EhuffofpxzdPXonOde3ahWq1UQERERkWX+j7qAiIiIiM4XAzAiIiIiizEAIyIiIrIYAzAiIiIiizEAIyIiIrIYAzAiIiIiizEAIyIiIrIYAzAiIiIii134ACyZTKK7uxu5XE5ddaHlcjl0d3fD7XbD7XZfynMgIiKi83HhA7DLKJfL4c6dOwgGg8jn88jn8/jhhx/g9XrVokRERHQNMQA7B6lUCgBw//59dRURERERA7DzYrfb4XQ61cVERERExgFYOBxGKBRCpVJRV6FUKmFgYADRaFQui0ajMtfJ7XYjHA7XfU0ymdSVTSaTurJq7tTk5KRuvZbYr7qNVqn7HBgYQKlUUoshHA7rjl1bB61St6XWGREREV1dhgGYx+PB4eGhYQAmeDweVCoVhEIhbGxsYG9vD/l8Hnt7e9jd3TUM4BYWFvDkyRNZNhKJ4JtvvpHJ6clkEiMjI1heXpa5U7FYTLcNoVKpYHt7GwCQSCTU1aaJfK2ZmRm5z9XVVSwvL8syIoA8OjrC+/fvkc/nsbm5iaWlJRk4aQPLhYUFFAoF9PX1GQZY0WhUlx+2ubmJRCLBIIyIiOiaqBuACSLIEsFBsVhEtVqF0+nEzs4OMpkMVldX4XA4AAAOhwPz8/NIp9PY2dmR2wEAv9+Pra0tWXZwcFBus1Kp4MWLFxgbG8Pw8LDudUZsNhuGhoYAAMFgUF1tWrFYBDTHAgBerxfz8/Py/2/evAEAfPfdd7DZbLLMzMwMEokEcrkchoeHZUAViUTQ2dkpA818Po/FxUW5venpad05er1eBINB7O7uGo68ERER0dViGIA5nU5Uq1UZGB0eHsrgoFgs4tOnT8DJyJNRrlNvby86Ozuxv7+vW97V1SUDGJwEHj/88AOGh4dxcHCATCbTUjA1PT2NfD5vKmCrRxz7nTt3DB8TIUbaXC6X7tihBJBnpQ16iYiI6GqrG4DduHEDxWIR2WwWPT096OnpkYGGNugyCkwENQC7iLxeL96+fQu73Y6RkZG6OWBq8KjV6nmKKU1tDtjCwoJajIiIiK4owwBM2N/fx/7+PkKhEL744gukUins7+83DLq0LsuojsPhwLt372TOWaFQwOjoaE0QVk8r51kqlTA6OgqXyyXzycS0JREREV0PhgGYzWaDy+VCpVLBX//6VzidTgSDQWxvb6NSqcjRoGAwiEwmg4ODA93rs9ksyuWyLq+qGafTCbvdrhtNEnlh9bTrLkit4eFhxGIxlMtlFItFmWtmlJ+VSqVgt9vR29urW95INptFoVDA1NSUqSCWiIiIrp66AVhXVxeWl5fx008/4datW+jt7cXh4SGWl5fliE8gEIDP58OzZ8/kHY+lUglPnjxBMBhs6cnvDocD/f392NjYkIHO3NwcfvzxR3z55Zdq8bbdBSkejaGl5raNj48DAJ4/fy7L5HI5LC0tYWJiQt5UYIbT6URHR4fumMPhMKcgiYiIrhHDAAyaabWhoSHYbDYZIGnX2Ww2rK2tAQB6enrgdrvR19eHiYkJ3V1/Zj19+hQul0s+vsHj8eCPf/yjWgxo412Q09PTSCQSunyso6Mj3d2aDocD33//PXZ3d2UZ8biM6elpdZMNeb1eLC8vIx6Py215PB5OQRIREV0jN6rValVdSERERETnp+4IGBERERGdDwZgRERERBZjAEZERERkMQZgRERERBZjAEZERERkMQZgRERERBZjAEZERERkMQZgRERERBZjAEZERERkMQZgRERERBZjAEZERERkMQZgRERERBZjAEZERERkMQZgRERERBZjAEZERERkMQZgRERERBZjAEZERERkMQZgRERERBZjAEZERERkMQZgRERERBZjAEZERERkMQZgRERERBZjAEZERERkMQZgRERERBZjAEZERERkMQZgRERERBZjAEZERERkMQZgRERERBZjAEZERERkMQZgRERERBZjAEZERERkMQZgRERERBZjAEZERERkMQZgRERERBZrSwAWjUbhdrvlXzgclutKpRIGBgYQCoVQqVR0r0smk3C73UgmkwCAcDiMcDiMXC6H7u5uuT2xXqvRPsX6UCiEDx8+YGBgQJaLRqM121C3X6lUEAqFEAqFUCqVEAqFEI1GEQ6H5TbEsXd3dyOXy8nXivMV+1PXa9XbPxEREV1tZw7AotEolpaWsLm5iXw+j3w+D4/HI4MKh8OBiYkJZDIZHBwc6F6bSCTQ2dmJ3t5euSwej+Phw4d4+/Yt8vk8IpEIvvnmGxnEiOBoY2MDe3t7yOfz2Nvbw+7ubk2Ql06n8fXXX2N1dRX5fB6xWAwLCwvy2MbHx9HZ2YlEIiFfAwAHBwfIZDIYGhqCzWYDAPzpT3+Cx+NBJBLBy5cv8Yc//AF//vOfYbfbkUqlgJPga3R0FP39/bIu3r59i/X19Zrgs1KpYHt7GzipByIiIro+zhyA7e/vw+fz4datW3LZ9PQ0hoeH5f8HBwcBQAYqOAlWdnd3MTExAYfDIZd3dHRgdXVVLhOvLRaLAICdnR1kMhldGYfDgfn5eaTTaezs7MhtAcDy8jK8Xi8AoLe3F52dndjf35ev6+/vx+7uLkqlknxNKpWC3W7H+Pi4XPbTTz/J/3/8+BG///3v5f7F9orFIsrlMoLBoHydw+HA4uKiDOQEm82GoaEhANCVJyIioqvvzAGYx+NBOp3GgwcPakZ5hFu3bsHn82F7e1uWyWazKJfLMsAS1GBOlUgkYLfb4XQ6dcvV4ApAzeiakWAwiEKhgGw2C2hGpvr7+3WBofb/HR0dNfsHAKfTCbvdjsnJSVPTitPT08jn87pglYiIiK6+Mwdg09PTiMViSKfT6OnpMczHstlsmJqa0k1DJhIJBINBOTrVCpfLVTOiJGgDMDMCgQD8fr+cBjw4OMCPP/6I+/fvq0Wbcjgc2Nragt/vx+TkZNMcMCIiIrqezhyAAcDw8LDMeRobG0M8Hq8Jwnp7e2W+lJh+PI+pN4/Hoy5qSEwFimnIVCqFX//61w1H4Rqx2Wx49eoV8vk8Njc3AQB37txhEEZERERSWwIwrcXFRYyNjeHo6Eg3JSmS8be3t2WeVrPpQSPBYNAwob/elKYZIrdrZ2cH29vbuuT7s/B6vXj9+jWgyWHT4l2QRERE19OZArBKpYJwOKxLYBejW11dXTVBzODgIDKZDGZmZmqS780KBALw+Xx49uyZDPBKpRKePHly6ilNkYw/MzODw8NDXfJ9K5LJpO4xF9DceKDmjPEuSCIiouvrTAGYzWbDo0ePMDo6Kp971dfXh4mJCSwuLqrFZTJ+R0fHqUaqcLLPtbU1AJA5Z432aZaYDlWT71shkulFXbjdbmxsbODt27c1gSHvgiQiIrq+blSr1aq68LxUKhU8ePAAALC2tlYzQvY5JZNJTE5OIhaL8a5EIiIiOldnGgFrlXjA6dTU1IUKvnAyDej3+xEIBNRVRERERG1lWQBWKpXw8OFDBIPBCzfCFI1GkUgk8Pjx4wsXGBIREdHVc+5TkLlcDnfu3MHx8THGxsbOlKfVbuFwGPF4HB0dHXj9+nVNnhYRERHReTj3AIyIiIiI9CybgiQiIiKi/4cBGBEREZHFGIARERERWYwBGBEREZHFLl0AViqVMDAwUPOTP6eVTCZ1T65Xf0Sczq5SqSAUCunquV3tR0REdBldugCs3YaHh5HP5/H+/Xv4/X51NZ2R+PWDw8ND7O3tIZ/PI5/PY3p6Wi1KRER0bVz7AIzOl/j1g9P++DoREdFVxACMLOHxeNRFRERE11bTAMxMjlQ0Gm1YJpfLobu7G8lkUrc8HA4jFAqhUqnolqvbq5cvpC03MDCAUqmkFmmrcDjc8Lii0WjNcag5a+L/yWSy6fEb5U4Z7Vtss9G2zFK31d3djVwupxaTbdqOfarbqrdPIiKiq6JhABYOhzE5OYlYLCZzd4LBoAykRICwsbEh83v29vawu7trGFg1I7a3tLSEzc1Nuc8vvvii5gN5YWEB29vbeP/+Pd6/fw+Xy4Xnz5/ryrSLCEqOjo7w/v175PN5bG5uYmlpqSbYNGtychL7+/sy/8zlcuHbb7+VdSZypwDIfUYiEQBALBaTOVS5XA63b9/GxMSErK/+/n6Mjo62HBCVSiWMjo6iv79fbuvt27dYX1/XtWU0GsXIyAiWl5d1+7x9+zZyuZwuiBsZGcHx8TEmJycNg7VSqYT19XX8z//8j66P3blzp6bNiYiIroq6AVgul0MikUAsFtP9ePbw8LD8/87ODjKZDFZXV2V+j8PhwPz8PNLpNHZ2duTrzBDbU3+X8V//9V9rfqfR7/djbW0NNpsNNpsNQ0ND2N3dbTnoMOPNmzcAgO+++07+WLfX68XMzAwSicSpAgW/34+nT58CgDz+w8NDGeiI3KmpqSm5z/HxcXR2diKRSMjtrK+vw+fz4d69e3LZo0ePAM1xm1UsFlEulxEMBuUyh8OBxcVFeQylUgkbGxuIRCK6fvHo0SPY7Xasr6/D4XDg3bt3MlDt6OjQBfHv3r3T9Rft9gHg/v37AIBUKiWXERERXSV1A7BUKgW73Y7e3l51lZRIJGC32+F0OnXLe3t70dnZif39fd3yZhKJBHw+H27duqWuqjE0NKT70D4vlUoF29vbcLlcNfsbHBwETgKXVjU7/mKxiOPjY3UxoMmnKpVK2N3drdmWzWaDy+Vquf6dTifsdjsmJydrpouFbDaLQqFQk9PlcDjQ39+Po6Ojlkc+VeI4iIiIrqq6Adj+/r5h0KFqVKaVAKBSqeDo6AhdXV11t/c5NTquVs7TrEAgAL/fjxcvXsiA5s2bNyiXy7rAr1wuY2FhQZcf1tPTg3Q6rWyxOYfDga2tLfj9fjllaJSP1dHRURN0C9pRPLPUnL++vj4UCgW1GBER0ZVRNwDzeDyn+jDVUkdJGrHZbOjq6mrLCIrVWjlPsyqVCg4PD5FOp9HT0wO3242lpSXd9KwYKYpEInJ6T/u3uLiobrYpm82GV69eyelDAC3lYzUKyI1Eo1EsLCzopij39vbQ2dmpFiUiIroyGgZghUIB2WxWXSUFg0FkMhkcHBzolmezWd1IjRExfabl8XgMt3cW4g67096lJ/KzjPLLzEzTiim7Von8Le3DS3/44QddLtxpphrFnZzqHZxGvF4vXr9+DWimWXt7e2G322vys+pNhzYipnf9fj8CgYC6moiI6MqqG4CJKbBvvvlGN/qRTCZlflAgEIDP58OzZ8/kqFWpVMKTJ08QDAZrRmpE8ri4204NTMbHx2G32/Hw4UNdsPOf//mfpkdgVCKXqlAotJyULoyPjwOA7i7LXC6HpaUl3QNG1aA1mUxicnJSvqYVHo8H5XK5YX6ZzWbD1NQU4vG4qYBKTPMCwMbGRk1AKR6NoSUCLTHl6HA4MDExgaWlJV2biLoRdWWGGPXUBt3irk61bxAREV0ldQMwMRUVDAYxMjIi83MSiYS8+81ms2FtbQ0A5DRZX18fJiYmdNNfDocDq6urSCQSssz8/Lx8rIK23NbWFlwuF/r6+uQ+f/7555q7IM0SgWQ9YkRI5E3F43G5XxFoOhwOfP/999jd3ZXrxGMYtD+pMzw8jEgkIvOnnjx5gr/85S8N91/P8PBwTd2LP+2jL4aHh+UjMbRljHK3RMBWj2hX7XY2Njbw9u1bXf1PT09jZmZGd2xHR0fY2tpq+Wn3T58+hc/nk9t6+PAh/uu//otTkEREdKXdqFarVXXhVaPNM9I+OuEiC4fDSCQSNY/kEKNqkUjkVL+nKEYfXS6XfIwHERERWavuCNhVIaYKx8bGLk3wJaYKjR7J4XQ60dHRoVvWiufPn6NcLuPx48cMvoiIiD6TKxuAVU6eqj8yMoKZmZlT3RH4uRjlRuHknJ49ewZonkFmlvhJqd3d3ZopRSIiIrLWtZiCvKzC4TDi8bhumfYXAIiIiOhyYgBGREREZLErOwVJREREdFExACMiIiKyGAMwIiIiIosxACMiIiKyGAMwIiIiIosxACMiIiKyGAMwIiIiIosxACMiIiKyGAMwIiIiIosxACMiIiKyGAMwIiIiIosxACMiIiKyGAMwIiIiIosxACMiIiKyGAMwIiIiIosxACMiIiKyGAMwIiIiIosxACMiIiKyGAMwIiIiIosxACMiIiKyGAMwIiIiIosxACMiIiKyGAMwIiIiIosxACMiIiKyGAMwIiIiIosxACMiIiKy2IULwHK5HLq7u5FMJtVVRERERFfChQvAiIiIiK46BmBEREREFmtLABYOh+F2u+VfOBzWrc/lcggEAsjlcrqyoVAIlUpFt42RkREcHx9jcnJSt011SjIajTbcZzQaRSgUwocPHzAwMCDLRaPRmm2o265UKgiFQgiFQiiVSgiFQohGo/IYo9Eokskk3G43uru7kcvl5GtLpZJuf+p6rXr7JyIioqvtzAFYNBpFMBhEPp9HPp/H5uYmEolETUD06dMnjIyMwOPxIJ/PY29vD4eHh5ibmwMALC4uytd3dHQgFovJbebzeQwPDwOa4GhjYwN7e3tyW7u7u7qADgDS6TS+/vprrK6uIp/PIxaLYWFhQQY84+Pj6OzsRCKRkK8BgIODA2QyGQwNDcFmswEA/vSnP8Hj8SASieDly5f4wx/+gD//+c+w2+1IpVLASfA1OjqK/v5+edxv377F+vq67rhwch7b29sAULN/IiIiutrOHIBNT0/L4AgAvF4vgsEgdnd3USqVdGXHxsYwPT0NAHA4HOjv78fR0VFNcNLIzs4OMpkMVldX4XA4gJNtzc/PI51OY2dnR1d+eXkZXq8XANDb24vOzk7s7+/L1/X399ccayqVgt1ux/j4uFz2008/yf9//PgRv//97+X+xfaKxSLK5TKCwaB8ncPhwOLiogzkBJvNhqGhIQDQlSciIqKr78wBmBGPx6MuAtoUaCQSCdjtdjidTt1yNbgCgM7OTvT29urKqYLBIAqFArLZLKAZmerv75cBFgDd/zs6Omr2DwBOpxN2ux2Tk5OmphWnp6d1o3tERER0PZw5AFNzntxuNxYWFtRibeVyuWpGlARtAGZGIBCA3++X04AHBwf48ccfcf/+fbVoUw6HA1tbW/D7/TKHrVEOGBEREV1PZwrARM6Ty+XC+/fvZd5TJBJRi1qm3uhbPWIqUExDplIp/PrXv8atW7fUoqbYbDa8evVK5rMBwJ07dxiEERERkXSmACybzaJQKGBqaqruiFSrxDRevZGsYDCITCaDg4MD3fJsNotyuYzBwUHdcjNEbtfOzg62t7d1yfdn4fV68fr1a+AkP0zFuyCJiIiupzMFYE6nEx0dHbq7+MLh8JmmIG02G1wuFzY2NmqS+HEyZejz+fDs2TOZvF8qlfDkyRMEg0GZcN8KkYw/MzODw8NDXfJ9K5LJpO4xFzhJ6MdJXWnxLkgiIqLr60wBmNfrxfLyMuLxuMz/Eo9qOC2bzYbvvvsOANDX1ye3K0aJbDYb1tbWAAA9PT1wu93o6+vDxMQEFhcXddtqhbhBQE2+b4VIptfmw21sbODt27c1gSHvgiQiIrq+blSr1aq68DpKJpOYnJxELBbjXYlERER0rs40AnaVJBIJ+P1+BAIBdRURERFRWzEAO0mGTyQSePz4cVuS74mIiIgaudZTkOFwGPF4HB0dHXj9+nVNnhYRERHRebjWARgRERHR58ApSCIiIiKLMQAjIiIishgDMCIiIiKLMQAjIiIishgDsAsiHA4jFArJn1ciIiKiq4sBGBEREZHFDAOwUqmEgYEB3W8wCpdlpCaXy6G7u1v3u4zq70oSERERfQ6GAZjwq1/9Cq9evbrwwVYjsVgM+Xxe98ffeiQiIqLPqWEA9s///M8AgIODA3WVTjQa1Y0whcNh3fpcLodAIIBcLodwOCzLGY2kaUff3G43BgYGUCqVdGXaTR0tU/cp1qsjZ+poYDQaRSgUwocPH3TnEI1Gda8TZbV1Fo/H1SJERER0RTUMwL744gv89re/xfr6uroKAFCpVBAKhbCxsYG9vT3k83ns7e1hd3e3Jrj69OkTRkZG4PF4ZLnDw0PMzc3JMrlcDrdv38bExIQcrerv78fo6Oi5BWHRaBQjIyNYXl7W7fP27dvI5XJq8abS6TS+/vprrK6uIp/PIxaLYWFhQRe8hcNhXZ3l83mMjY3ptkNERERXV8MADADGx8dxdHRkGADt7Owgk8lgdXUVDocDAOBwODA/P490Oo2dnR1d+bGxMUxPT8ty/f39ODo6koHa+vo6fD4f7t27J1/z6NEjAMCbN2/ksnYplUrY2NhAJBLRTUs+evQIdru9buDZzPLysvxdyd7eXnR2dmJ/fx84CTITiQTm5+dlnREREdH10jQAczgcGBoaMgyAEokE7HY7nE6nbrkadAjBYFD3f61SqYTd3V0MDQ3BZrPJ5TabDS6Xq2ZbZk1OTuqm+rTTi9lsFoVCAR6PR/cao+DQrM7OTvT29qqLpVQqBbvd3rAMERERXW1NAzAAGBwcxH//938bjoK5XC5dwKTVStBULBZRLpexsLCgC5h6enqQTqfV4qapSfjv3r3TjTx1dHTUBJDC4eFhywEYERERUTOmAjCv14t/+qd/QjabVVc1pI4sNeJ0OmG32xGJRGruWszn81hcXFRfcu4aBZdEREREp2UqAMPJ9GEikahZlslkau6SzGazKJfLGBwc1C1v5KxTjafR29sLu92OVCqlW15vOlRLlGmVx+NBuVxGsViUy0ReGBEREV0PpgOwQCCAn3/+WZdYHwgE4PP58OzZMzlVVyqV8OTJEwSDQZmIbobNZsPU1BTi8bjhYxvOg8PhwMTEBJaWlnR3PD5//hw4uQEBmtE5ESSVSiWMjo6iUCjI15glgj6R4F8qlfDw4UO43W61KBEREV1RpgMwm82G3/72t/j48aNu2draGgCgp6cHbrcbfX19mJiYONWU4fDwMDY3N7G0tKTLA+vu7j7VIyHMmJ6exszMDEZGRuT+jo6OsLW1pbuzc3V1FYlEQp7j/Pw8IpGIurmm1G3dvn0bq6ur+N3vfqcWJSIioivqRrVaraoLiYiIiOj8mB4BIyIiIqL2YABGREREZDEGYEREREQWYwBGREREZDEGYEREREQWYwBGREREZDEGYEREREQWaxiAlUolDAwM6B6Kmkwm1WJNVSoVhEKhtjxYVWwrHA6rq9ommUye6RjbJZfLobu7uy31dlGp5xgKhT7LD6A3avNwOAy3223ZLzRcRNFoFAMDAyiVSuoqakGjfkbGLnudnfb423ltFJ/l53kNC4fDZzrG66hhACZofyB7eHhYXd2UzWbDq1evkM/nEYvF1NU6otOdJtC7CNrZ0b1eL3744QdT9XZZac9xbGxMXU1ELWpnsHwRrseJRKLln7Y7L6cJMk57/K1cGy9CO53FZT/+0zIVgNHlFo1GdaOYZxnNvI4WFxeRz+cxPT2triKic5TL5WQAcxld9uOn88UA7Jro7OzE3t6eHMmMxWKYnJw816lcIqKzSKVSsNvt6O3tVVddCpf9+Ol8nSkAE9NtyWRSN8pymuFvkWczMjKC4+NjTE5Omh6t0eaqnWbqT51rn5ycVIvU5LGp+xLn39fXh0KhgIWFhbploTlf8Wd1IDQ8PIxIJIJ4PK6rWzXvT5u70Cz/TjuMnMvlEAgEkMvldOfa6vC9ljqSZ3QczdpJMNPmahsZ9cFoNIpQKIQPHz7o6s1on8lkUrc98dfq+6WVfarnYFRnMGh3M8cktq22qZl9qvUv/tRcmdMcl6rRtJFRykCzfqZ9jdqmah9Rz1PtZ61cQ9W+ra0rbT0tLCygUCigr6+v4fYaafV63KzOTqNUKmFjYwMTExNwOBy65WbrX+0/av8SGh2/tg3j8TjS6TR6enpk2UZ9q9Hxm2nzZlptJy3teTUqV49aZ/F4XC1S02fdynWq1eM3c225VKoNFIvFaiAQqK6srKirqlXN+ps3b1ZnZ2er1Wq1+ssvv1Tv3r1bvXv3bvWXX35RX1Ld2tqqfvXVV9VsNquuqlar1Wo2m61+9dVX1a2tLXVVtarZvtifOIZAIFAtFotq8aa2traqN2/e1O3P6Bjn5uZ0/xevU+umWZ1Vq9XqysqKbn/inMU5GTE6JrNWVlYM60ccq9iv0TmtrKzo6md2drZu22az2Wp/f381m83Kc9JuT92fqt62RZtrz0FsSy1vpp3MtrnQqE+K+tG+tt72tcvqHb8ZYp/a7anbF+XM9DPxWu3yYrFY/fd//3f5f7UPzc7O1uxPlGu2T7FMtIlR+xqVq57sVy3XjHrsWqIdtra2DI/DqJ3Esps3b+rKrqysmOoH2jLabTW6hhq9d9T9aZfXO99WNer71TptZ1Rnp6HWldBq/Te6nrV6/PWuUUbMHH+jNtdqtt9m7ST2KepClG+0zUaM3odGx2jmelw1cfxVk9eWy+ZMI2CC3+/H06dPgZOE+6GhIRweHhp+K2inSqWCb7/9FgDw/fff675lmFGpVPDixQuMjY01vblgfn5el0QZCATg9/uxvb3d8nlOT0/r9uf1ehEMBrG7u9vyN6B2ODo6QqlUknWhzXW6d+8e/H4/Xrx4gUqlAo/HI9epowfFYhE3btyA0+mUZbTbczgc6O/vx9HRUUt1trOzg0wmg9XVVdnGDocD8/PzSKfT2NnZkWWbtVMrbd6K5eVlud/e3l50dnZif39frk8kEvD7/QgEAsDJ8U9MTCCTyeDg4ECWa0UsFpPnIM4zkUjI9Wb6mbY+FhcXZVmHw4F/+7d/k//XikajiMfjuv0LZvYppmXGx8eBk2vG1NQUCoUCstmsfO36+jp8Ph/u3bsnlz169AgA8ObNG7msGW2fFd/IxTfnYrGIarUKp9PZUj/DyXVva2tLlh0cHJTbbLWfNbuGivMV54+T96bP58P6+rpcZrVW66wVzZLXzdZ/o+vZ5z7+Rm1+XkqlEh4+fAifz4e1tTXYbDa1SEMir21+fr7pZ26z63ErzFxbLpu2BGBDQ0MtN+JZ/fzzz3jw4AEODw9PFXwBwMHBATKZzKkSJG02G7q6utTFp6b9kLCKzWaDy+UCAOTzeWQymZrjUC8MHo9H/rtYLKJcLss3kzbgEE5Tt6pEIgG73a4L7FAn0FGp7XSWNq+ns7OzYY5HpVLB0dGRuhgADM/LDHWf4jybBbdq+7ZaH8vLy1hYWDAMvupR91mvvTo6OmRdlEol7O7u1lxbRJ+ttw0jTqcT1WpVfjAfHh7Ki3axWMSnT5+AU/Szrq4u3bGJu9aGh4dbrlf1PLUqlQq2t7fR39+vu86ZbfPz1GqdmWUmed1M/at9T72efc7jb9Tm5+Xjx48YHR2Fy+U6VfCFM+a1qdfjs1Lb97JpSwD2OWxtbSGdTsPlcp2qE7VKzeWoN+dthpqX4D7J27Ca+DDSqtehy+UyisWi7sMslUrh7t27wMm2AJxbezTarvYi2c52ahfbyQiP9hu1yA9RP1TbyUw/KxaLwEmQ0kyhUMDLly91gZLKzD7v37+PcrksR3XEaIXP58OtW7eAk+Mql8s1uZQ9PT1Ip9O67TXjdDpx48YNFItFZLNZ9PT0oKenR5679gPYbD+zknifxuNxXV1chL6Nc6qzVCoFn88nR4xPq9n1DBf8+Nvt5cuXKBQKNcHreWnn9djMteWyubQB2NjYGDY3N5HJZPDgwYNz/QaYy+Vw584dBINBeRehmWezGCmVSvIbyPv37+W2IpGIWvTciQ+5oaEh/MM//IO6Wkf7IfXp0ycUi0V8/PgRX3/9NQAgm81if3/fsje2lrjItrOd2k1cyEWSaV9fH/r7+3XTfu1ktp+JNhUfRo10dnbiL3/5C3w+H+7cuVOTzGx2n8ViEcfHxzK46unpAQDdN3Kn0wm73a57BqH27zT1tr+/j/39fYRCIXzxxRdIpVLY399v+AGsVe/D/LzZTkb9xsbGauohn8/j1atXpo7/czhNnYkvJ+c5QmQ06mXkoh7/aUUiEcRiMcTj8XNPYG/n9djsteWyuXABmLjwmvnm4fV6sby8jHQ6jbm5OXV1U0b7Et/GtVKpFHDyzb0ZcbGsd/zZbBaFQgFTU1Of/c0pckcGBwdx69Yt+Hw+XQ4RDKY/RJ39/e9/x9/+9jf85je/wdDQkHzdaS5YzQSDQcNcqWw2i3K5LHM/zLST2TZvJ3FBVoOJ0wQR9ahTdmb7magPtd3rsdls+O6772C32/Hw4UNd7oWZfYq6VoMJNYho9j5qhdhWpVLBX//6VzidTgSDQTl1Lr40mO1nZrSzn9lanGr0eDy6EZ6zMDoPrXbWmXCW1wpmr2etHr82BaOeeq89T83aSUt7B7zRndPNGPUvMeWqZeZ6LDQ7fjPXFi0x8tbszlJxF229O1mhyRt1G9yVeVYXLgATF8uNjY2GFSecpTM5TpLCtfuam5vDjz/+iC+//FKW83g8OD4+lh1KNIjRUKq4WCYSiZoRApx0tI6ODl1nDYfDlg+lhsNhxONxzMzMwOv1wnYyTaY+luLly5fIZDLyTSTa5/Hjx+jq6oLD4cDg4CASiQTi8fi5BGCBQAA+nw/Pnj2Tb5JSqYQnT54gqElyNdNOZtu8ndoZTNTz/PlzAJCJ7Wb7mePkZgD1/VMqlfAf//EfurKCw+HA6uoqyuUyvv32W9kmZvZpNpjQ9sdW39cqsc/l5WX89NNPuHXrFnp7e3F4eIjl5WXZZ832MzPa3c/u37+PTCZj6oumGNlpR3J+s+txO+sMmiD1NK/VMns9a/X4PR4PCoVC3ZtA2nX8rWrWTqrp6WmMjY1hYWGh5aCit7cXdrtd9q/SSVK/2+3WlTNzPRaaHb+Za4tWKpXC8fFxzY09KrE9oyBcEPmE0JRvF0sCMO088OTkJI6PjzEyMmIYedpOvmED0D3HplEn0XamVodVnz59CpfLJffl8Xjwxz/+UVdGBHnaKZOpqam6Q6lPnz6Fz+eT5+jWPPtEjNpp8zk8Hs+5D6WqzwU6OjrC+/fvdXcIDQ8Pywe0inIbGxt4+/atvJiIDzNoEuzFt81GuUH1aJ8lE1eesSPqzGazYW1tDQDkur6+PkxMTOhGkcy2k5k2L2nyDdRn1DT7VqWy2Wx4/PgxEomEPFfxV++5RM0Ytaf2jrBW+tn09DRisZgu32p0dFR396FKO/r8L//yLyiVSqb3+ejRIxweHuqepST+tO/z4eFhbG5uYmlp6cx1JoIsMUIoAiTtOrP9zCwz/cwsr9eLt2/fYnd3t2GdibJqO7TaZ4Vm1+N211mrNy80YvZ61srxq9cYt/IZ1s7jN3NtFJq1k5GnT5/C7/djcnKyZnuNiC9g4np2+/ZtrK6u4ne/+52unFpX9a7HMHH8Rn3a6NoiDA4OoqOjo+ZmJZVoJ23+qUp8vqFNN5XpqM+l0FKfHUKfT71nytDFV+95NUbPIDKjnc95slqzZyyxj19vKysrhn3jsrjsx0/WsmQEjOg6E0nn6rcn7WjidaG98cOm5HKcx/Q1XR6lC5y8bsZlP36yHgMwonNmlL+AkwTQeDx+ro+iuGhEsq36IMZcLoelpaWGUwF0tTkcDrx79+7S/uj9ZT9+st6NarVaVRcKpZNbPwuFglzWygMYPwejYzbi9/tP/SA6q4jbeI+Pj4GTB1W+fv3a0uROag+1LYXTvJ+i0Sg2NjZO/QDiz63eezQSifDDi+gzqPeeVF2Gz83LpGEARkRERETtxylIIiIiIosxACMiIiKyGAMwIiIiIosxACMiIiKyWMMATPs0cPXJtK3Q/paS+5RPshbEtlp94n0rksnkmY6xXdRfkr8Ix/Q5WNHm10U4HK759YmLLmni99qs1M7rmRUuY5tfBhftuiQ+Ly7K8VBzDQMwQfsjwq3eMo+TB06+evUK+XwesVhMXa0jOtFpAr2LQAStrfy0Qz1erxc//PCDqXojuiii0eipf/rmMmjlekbn57IHluf1PuEDjS8PUwEYkaB++xd/53EhIcLJb8rl83m8evWKzx8ioiuDARidytjYmBwVff/+vfzR4cs6cklEdJmJX5mgy+NMAZiYbksmk7pfbj/NaEg4HIbb7cbIyAiOj491v2DvbpJ7ps1VO83Un5prNTk5qRYxHPnR7kucf19fHwqFgvwFeKOy0Jyv+LvM8/bil+w7Ozvx4sULOSXQrM60RJ6P2fqo1+Zm96nuT/ypfVct1+y4VM3yRIym3NW+oR6/NkdRW1Y9dmj6pfiLx+O69blcDoFAoGZbRlM7ak6odn/adQsLCygUCujr6zMsa1Yrdd+szlqhbqvRfhsRU0wfPnzQ9UmjujVzrup1ql7uWaM2F+3U6BgaXWtV9VIu1Om1aDSKUCiEDx8+6PqQ+rpmtHUQj8eRTqfR09NTt27VPluvzszS9o2enh6k02m1SE1bnuV9ol7Pznr8dMGov86tVSwWq4FAoLqysqKuqlY162/evFmdnZ2tVqvV6i+//FK9e/du3V+E39raqn711VfVbDarrqpWq9VqNputfvXVV9WtrS11VbWq2b7YnziGQCBQLRaLavGmtra2qjdv3tTtz+gY5+bmdP8Xr1PrplmdVavV6srKim5/4pzFORkxOqbPQa1/dbm23c3W2ezsrGEbiP+r+2zU5mb2qba52J7aZ1dWVnR1Lsqp597M7OxszbaFbDZb7e/vr2azWcPjMOob4vibve9mZ2dr6kg9FrF9bR0Znacop61Ho+1XT+rNaPlpqe2vMjoOtR+Y1ep7s9H7cmVlRbZTo7o108+KxWJ1dnZW14dmZ2dr9m1UF2qbq/vTllNf20y9653aB7R1IepXfR+2Sj0vldF7XxxHq/s0en8Z9ctsNludm5ureZ1Rvap1pDLqB/XartqgLejiOtMImOD3+/H06VPgZDRkaGgIh4eHNd+w2q1SqeDbb78FgFP9Ll6lUsGLFy8wNjbW9OaC+fl53W8wBgIB+P3+mh8VNmN6elq3P6/Xi2AwiN3d3ZZHCS6KSqWCw8NDdHV1yTwdM3WWy+WQSCRqfhNxeHjYsE2atbmZfSYSCfj9fgQCAeDkR3QnJiaQyWRwcHAAnHxT3djYwMzMjNyew+HA/Pw8EolES99CtUmx6ohBsVjEjRs34HQ68ebNGwDAd999J+vQ6/ViZmbGcJ+RSASLi4uAwftO1Ov8/HxNHRkZGxuTv8PocDjQ39+Po6MjWWfr6+vw+Xy4d++efM2jR48AQB7351CpVHB0dFTzg+ZqPzDrPN6bsVisbt2a7WcOhwOLi4u6HLj79+8DAFKpFKB5LzVr88HBQUDzOpz0y93dXUxMTDR87Vlp3+fivan+SH07aK/t2t8XvXfvHvx+v26k3oydnR1kMhk8fvy4YR6i1+vF/Py8/L/NZsPU1BQKhQKy2ayubDPifSXeZzg5fp/Ph/X1dU1JuqzaEoANDQ017JTn4eeff8aDBw9weHho+EFsxsHBATKZDILBoLqqKZvNhq6uLnXxqV3mO1e0QZH2YqEyqrNUKgW73Y7e3l7dciOnaXN1n+ID24jdbofT6QQAZLNZlMtl+WEliPXFYlG3vBGPxyMDo2KxiHK5LAPC/f19AMD//u//Ynt7Gy6Xq+a9JI5B3afaZ6anp/Hu3Ts4HI6W6hVAw/eA+HBW3+c2mw0ul0uew+cg2jcejxtO27WDWs+t6OjokH1GWFxclDcUnKWfqTk/Ztv81q1b8Pl8ui8l9Y6jnTo7O3XHJtpOG+i3i7i2q22nflExK5FIwOfz4datW+qqppxOJzo6OtTFDVUqFWxvb9d8sTjPOiPrtSUA+xy2traQTqcNP7DOg5p/4TbIpzFLzUsQ+QCXSTwe1+VCdHV1yQ9/wUyd7e/vm25DM23ebJ/iG2k6ncbOzg6gGe3SXuz29/dxfHyMkZER3bZEjmIrnE4nqtUqisUiUqkU7t69C5xcZAHA5XLhH//xHwFAN4Ko+lyBjgga1bzGejkwVltcXEQkEtH1yVZziwSr35ut9DM1t0vkm7ZKvAe0I76JRALBYPBUo4btVDHI4XS3mJempQZgQrlclsGt0TVDzcVqhZpDaNSWzVROZhS0fVr8qddQVb1zpovn0gZgY2Nj2NzcRCaTwYMHD87120Aul8OdO3cQDAblnX/5fB5jY2Nq0aZKpRJGR0fhcrnw/v17ua1IJKIWvdC0d0Hm83k5FSaYrTPt6FAzzdrc7D5FICNu9Ojr60N/f7/uHDweDzo6OrC5uanblvgzmh5t5NOnTygWi/j48SO+/vpr4GTUYX9/v2HQpfW5LqxipEX7PMBGbf85TE9PI39yR67f78fCwkLLQdjneG+a7WfRaBQLCwuIxWJy3d7eHjo7O9VNmtLb2wu73Y5UKiVHOBuNglrFpnnGmlE9tIt2tFv7vEXxp36ZNCscDiORSOjac3Nzs+URMDG6rF5nxR8fyXI1XLgATFzszXzb93q9WF5eRjqdxtzcnLq6KaN9VU5yB7REroTIuWik2bRMNptFoVDA1NTUlX4Dma0zj8fTUn5EozY3s08x2qUGE2oQYWYKyCzRz/7+97/jb3/7G37zm99gaGhI5r54PB45NWKUa2R2aknL4/HovuVDkyPUqmZ9WmW0b6vYbDasra3B7/ebPl7hc7w3zfQzMR2lzVs0YlTv9drccZL3uL29LUeCW+lfjYjjbabe1LZZjb68iWlW9dzrTe01Y7SvnZ0d3QiwNpA1M5Jo1F6C7RRTjQ6HA+/evWt7sErn58IFYOJiv7GxUfNBZGR4eFhOP7T6jVckxGr3NTc3hx9//BFffvmlLOfxeHB8fCw/4MUwudFQsHjjGCVNQ5MPoL0whMPhc53m+BzM1plIxP3mm2909ZVMJutOO9RrczP7NBtMiORr9bhOQ+zz8ePH6OrqgsPhwODgIBKJBOLxuBzZGh8fBwA8f/5cvjaXy2Fpaanl5GgxwiGSdUulEh4+fAi3260Wbcp2MmWl1nc9IqiwIlG4VCohHA7rPqTq5f808znem2b6mbimaKcMc7kcbt++rZuCbLXNBwcHkclkMDMz03L/EkTfFvlklUoFDx48MDU1Lfq56PetEl/ejG4C0fZZ7XXk5cuXyGQyDb+kGRkcHES5XJb7yuVymJubw69+9StZRtSF9ktUMpmsOwXZ7H1y//59ZDKZmi+a9YjHX5xXLiSdA/W2SK1mt7XWW6/eXqu91V39M7qNWGxXW67eIwmE2ZNHGajLmxHb094urn00gKC9jVocT73boNVtiu0K2scIiHVqnaka3e5upXr1b6SVOhPtJ/6026+3T6M2N7PPev3RqH7V7d2s02ebEceq9mN1n436vmD29n3teYr9rKysGNaFui21zrRlm9VZ1aCPN+rb9ah9ol6dGB2Xej5mqcdt9N402p/409ZZo0cGqJr1M/WaEggEqrlcrub6a6bNhXp9sFVqn105eZRHvcdQGJ3faanbVbeptudp+qGg3ZbYzuzsrO76o9bF3bt3q+/evTN8j1VNHJ+6PfHXaFvqdZIurhvVarWqBmWCyImYmJjQ3cpL1ksmk/jmm2/w+vVrU8PbZEybJ6addhTf3Fu5w5LoMhN9HgDW1tZONQ1oVjQaxcbGBt9bRBoXbgqS6DwVi0UcHx/XJByLaR6i60JM1VqZ80ZE/x8DMLpWjPJ8cDLCGI/HW07OJbqMRH5YMBhk0jbRZ2JqClKb6Kk+sfyiMTpmI36//9yH3c9KTJeJBM6Ojg5OQbaBWq/CRe/bRGel7ftjY2M1d/+eF05BEtVqGIARERERUftxCpKIiIjIYgzAiIiIiCzGAIyIiIjIYgzAiIiIiCzGAIyIiIjIYgzAiIiIiCzGAIyIiIjIYgzAiIiIiCzGAIyIiIjIYgzAiIiIiCz2fwFQ2CGE5QPxNgAAAABJRU5ErkJggg==)

**AIM: B)** Write a program to find hyponymy, homonymy, polyse my for a given word.

**DESCRIPTION:**

This program takes a word as input and uses the WordNet lexical database from the NLTK (Natural Language Toolkit) library to identify three important lexical relations:

1. Hyponymy – Finds more specific words (subcategories) of the given word.
2. Polysemy – Determines the number of different meanings (senses) the word has, along with their definitions.
3. Homonymy – Finds other words that have the same spelling or pronunciation but different meanings.

The program processes all synsets of the given word, extracts relevant lemma names, and removes duplicates using sets. The results are then displayed in a clear, readable format, helping in the study of semantic relations in natural language processing and linguistics**.**

**PROGRAM:**

import nltk

from nltk.corpus import wordnet

# Download required data

nltk.download('wordnet')

nltk.download('omw-1.4')

def get\_hyponyms(word):

    hyponyms = set()

    for syn in wordnet.synsets(word):

        for hypo in syn.hyponyms():

            for lemma in hypo.lemmas():

                hyponyms.add(lemma.name())

    return sorted(hyponyms)

def get\_polysemy(word):

    senses = wordnet.synsets(word)

    return senses if senses else []

def get\_homonyms(word):

    homonyms = set()

    original\_senses = wordnet.synsets(word)

    for syn in original\_senses:

        for lemma in syn.lemmas():

            if lemma.name() != word:

                other\_senses = wordnet.synsets(lemma.name())

                for osyn in other\_senses:

                    if osyn.name().split('.')[0] == lemma.name() and osyn not in original\_senses:

                        homonyms.add(lemma.name())

    return sorted(homonyms)

def display\_word\_relations(word):

    print(f"\nWord: {word}")

    print("-" \* 40)

    # Hyponyms

    hypos = get\_hyponyms(word)

    print("\nHyponyms (More specific types):")

    print(", ".join(hypos) if hypos else "No hyponyms found.")

    # Polysemy

    senses = get\_polysemy(word)

    print(f"\nPolysemy (Number of meanings): {len(senses)}")

    for i, sense in enumerate(senses, 1):

        print(f"  {i}. {sense.definition()}")

    # Homonyms(heuristic)

    homs = get\_homonyms(word)

    print("\nHomonyms (same word, different meanings):")

    print(", ".join(homs) if homs else "No homonyms found.")

# Example-Usage

if \_\_name\_\_ == "\_\_main\_\_":

    word = input("Enter a word: ").strip().lower()

    display\_word\_relations(word)

**OUTPUT:**

Enter a word: BANK

Word: bank

----------------------------------------

**Hyponyms (More specific types):**

Federal\_Reserve\_Bank, Home\_Loan\_Bank, acquirer, agent\_bank, bet, blood\_bank, bluff, calculate, commercial\_bank, count, credit, credit\_union, depend, eye\_bank, food\_bank, full\_service\_bank, lead\_bank, lean, look, member\_bank, merchant\_bank, penny\_bank, piggy\_bank, reckon, redeposit, reserve\_bank, riverbank, riverside, sandbank, soil\_bank, state\_bank, thrift\_institution, vertical\_bank, waterside

**Polysemy (Number of meanings): 18**

1. sloping land (especially the slope beside a body of water)

2. a financial institution that accepts deposits and channels the money into lending activities

3. a long ridge or pile

4. an arrangement of similar objects in a row or in tiers

5. a supply or stock held in reserve for future use (especially in emergencies)

6. the funds held by a gambling house or the dealer in some gambling games

7. a slope in the turn of a road or track; the outside is higher than the inside in order to reduce the effects of centrifugal force

8. a container (usually with a slot in the top) for keeping money at home

9. a building in which the business of banking transacted

10. a flight maneuver; aircraft tips laterally about its longitudinal axis (especially in turning)

11. tip laterally

12. enclose with a bank

13. do business with a bank or keep an account at a bank

14. act as the banker in a game or in gambling

15. be in the banking business

16. put into a bank account

17. cover with ashes so to control the rate of burning

18. have confidence or faith in

**Homonyms (same word, different meanings):**

camber, cant, deposit, savings\_bank, swear, trust

**WEEK-6**

**AIM:** a) Write a program to find all the stop words in any given text.

**DESCRIPTION:** Finding all the stop words in a given text means identifying and extracting commonly used words such as *“is,” “the,” “and,” “in,”* which usually do not add significant meaning. These words are called stop words and are often removed during text preprocessing in Natural Language Processing (NLP). Detecting stop words helps focus on the important words that carry actual meaning, making text analysis more effective.connected layers).

**SOURCE CODE:**

import nltk

from nltk.corpus import stopwords

from nltk.tokenize import word\_tokenize

nltk.download('stopwords')

nltk.download('punkt')

nltk.download('punkt\_tab')

text = "How to remove stop words with NLTK Library in python"

print("Original Text:", text)

tokens = word\_tokenize(text.lower())

print("Tokens:", tokens)

english\_stopwords = stopwords.words('english')

tokens\_wo\_stopwords = [t for t in tokens if t not in english\_stopwords]

tokens\_stopwords\_found = [t for t in tokens if t in english\_stopwords]

print("Text without stop words:", " ".join(tokens\_wo\_stopwords))

print("Stop words found:", " ".join(tokens\_stopwords\_found))

english\_stopwords.extend(['food', 'meal', 'eat'])

english\_stopwords.append('plate')

if 'not' in english\_stopwords:

    english\_stopwords.remove('not')

print("\nCustomized English Stopwords Sample (first 30):")

print(english\_stopwords[:30])

print("\nAvailable Languages in Stopwords Corpus:")

print(stopwords.fileids())

french\_stopwords = stopwords.words('french')

spanish\_stopwords = stopwords.words('spanish')

italian\_stopwords = stopwords.words('italian')

print("\nFrench Stopwords Sample:", french\_stopwords[:20])

print("Spanish Stopwords Sample:", spanish\_stopwords[:20])

print("Italian Stopwords Sample:", italian\_stopwords[:20])

**OUTPUT**:-

Original Text: How to remove stop words with NLTK Library in python

Tokens: ['how', 'to', 'remove', 'stop', 'words', 'with', 'nltk', 'library', 'in', 'python']

Text without stop words: remove stop words nltk library python

Stop words found: how to with in

Customized English Stopwords Sample (first 30):

['a', 'about', 'above', 'after', 'again', 'against', 'ain', 'all', 'am', 'an', 'and', 'any', 'are', 'aren', "aren't", 'as', 'at', 'be', 'because', 'been', 'before', 'being', 'below', 'between', 'both', 'but', 'by', 'can', 'couldn', "couldn't"]

Available Languages in Stopwords Corpus:

['albanian', 'arabic', 'azerbaijani', 'basque', 'belarusian', 'bengali', 'catalan', 'chinese', 'danish', 'dutch', 'english', 'finnish', 'french', 'german', 'greek', 'hebrew', 'hinglish', 'hungarian', 'indonesian', 'italian', 'kazakh', 'nepali', 'norwegian', 'portuguese', 'romanian', 'russian', 'slovene', 'spanish', 'swedish', 'tajik', 'tamil', 'turkish']

French Stopwords Sample: ['au', 'aux', 'avec', 'ce', 'ces', 'dans', 'de', 'des', 'du', 'elle', 'en', 'et', 'eux', 'il', 'ils', 'je', 'la', 'le', 'les', 'leur']

Spanish Stopwords Sample: ['de', 'la', 'que', 'el', 'en', 'y', 'a', 'los', 'del', 'se', 'las', 'por', 'un', 'para', 'con', 'no', 'una', 'su', 'al', 'lo']

Italian Stopwords Sample: ['ad', 'al', 'allo', 'ai', 'agli', 'all', 'agl', 'alla', 'alle', 'con', 'col', 'coi', 'da', 'dal', 'dallo', 'dai', 'dagli', 'dall', 'dagl', 'dalla']

**AIM:B)** Write a function that finds the 50 most frequently occurring words of a text that are not stop words.

**DESCRIPTION:**

**Finding the 50 most frequently occurring words of a text that are not stop words** means analyzing a given text, removing all common stop words (such as *“the,” “is,” “in,” “and”*), and then identifying which meaningful words appear most often. The goal is to filter out unimportant words and highlight the top 50 keywords that carry the actual meaning of the text.

**SOURCE CODE:**

from collections import Counter

import nltk

from nltk.corpus import stopwords

import re

import matplotlib.pyplot as plt

nltk.download("stopwords")

def top\_non\_stopwords\_nltk(text,n=50):

  stop\_words=set(stopwords.words('english'))

  words=re.findall(r'\w+',text.lower())

  filtered\_words=[word for word in words if word not in stop\_words]

  return Counter(filtered\_words).most\_common(n)

text="This is not a way to move a forward .This way is wrong,and we should not consider it.Moving forwards is the best way."

print(top\_non\_stopwords\_nltk(text,10))

**OUTPUT:-**

[('way', 3), ('move', 1), ('forward', 1), ('wrong', 1), ('consider', 1), ('moving', 1), ('forwards', 1), ('best', 1)]

[nltk\_data] Downloading package stopwords to /root/nltk\_data...

[nltk\_data] Package stopwords is already up-to-date!

**WEEK-7**

**AIM:** Write a program to implement Part-of-Speech (PoS) tagging for any corpus.

**DESCRIPTION:**

Part-of-Speech (PoS) tagging is a core Natural Language Processing (NLP) technique that assigns grammatical tags (like noun, verb, adjective, etc.) to each word in a text.  
It helps computers understand the syntactic structure and meaning of sentences, enabling various applications such as machine translation, sentiment analysis, and text summarization.

**PROGRAM:**

import nltk

from collections import defaultdict, Counter

from nltk.util import ngrams,bigrams

from nltk.tokenize import word\_tokenize

nltk.download('punkt')

nltk.download('averaged\_perceptron\_tagger')

nltk.download('universal\_tagset')

nltk.download('punkt\_tab')

nltk.download('averaged\_perceptron\_tagger\_eng')

# Step 1: Input Paragraph

text = """ Your current feeling that your knowledge isn't useful might be because you're in an environment that doesn't value your specific skills.

 There are countless fields—in data science, software engineering, research, logistics, and analytics—where your pattern-recognition ability is incredibly useful and highly valued,

  often with less emphasis on constant high-stakes social interaction."""

print("===  INPUT PARAGRAPH ===")

print(text)

# Step 2: Tokenization and POS Tagging

words = word\_tokenize(text)

pos\_tags = nltk.pos\_tag(words, tagset='universal')

print("\n=== (a) POS TAGGING ===")

print("Each word is assigned a grammatical tag:\n")

print(len(pos\_tags))

# Step 3: Word with Greatest Number of Distinct Tags

word\_tags = defaultdict(set)

for word, tag in pos\_tags:

    word\_tags[word].add(tag)

word\_with\_most\_tags = max(word\_tags.items(), key=lambda x: len(x[1]))

print("\n=== (b) WORD WITH GREATEST NUMBER OF DISTINCT TAGS ===")

print(f"Word: {word\_with\_most\_tags[0]}")

print(f"Tags: {word\_with\_most\_tags[1]}")

print("This word is used in different in different roles.")

#Step 4: Tags in Decreasing Frequency

all\_tags = [tag for \_, tag in pos\_tags]

tag\_frequency = Counter(all\_tags)

print("\n=== (c) TAGS IN DECREASING FREQUENCY ===")

print("Tags Sorted by decreasing frequency:\n")

for tag, frequency in tag\_frequency.most\_common():

    print(f"{tag:5} -> {frequency}")

print("\nCommon tags:")

tag\_meanings = {

    'NOUN': 'Noun(person, place, thing, idea)',

    'VERB': 'Verb(action or state)',

    'ADJ': 'Adjective(describes a noun)',

    'ADV': 'Adverb(describes a verb/adjective)',

    'ADP': 'Adposition(prepositions and postpositions)',

    'CONJ': 'Conjunction(coordinating conjunctions)',

    'DET': 'Determiner(articles, pronouns, etc.)',

    'NUM': 'Numeral(one, two, etc.)',

    'PRT': 'Particle(prepositions, articles, etc.)',

    'PRON': 'Pronoun(he, she, they)',

    'X': 'Other(unknown)',

}

# Step 5: Most Common Tags After a Noun

tagged\_bigrams = list(bigrams(pos\_tags))

after\_noun = Counter(tag for (word, tag), (next\_word, next\_tag) in tagged\_bigrams if tag == 'NOUN')

print("\n=== (d) MOST COMMON TAGS AFTER A NOUN ===")

for tag, frequency in after\_noun.most\_common():

  print(f"{tag:5} -> {frequency}")

print("- VERB after NOUN")

print("- ADJ after NOUN")

print("- ADV after NOUN")

print("- DET after NOUN")

print("- NUM after NOUN")

print("- PRT after NOUN")

print("- PRON after NOUN")

print("- Another  NOUN : compound nouns")

**OUTPUT:**

**=== INPUT PARAGRAPH ===**

Your current feeling that your knowledge isn't useful might be because you're in an environment that doesn't value your specific skills.

There are countless fields—in data science, software engineering, research, logistics, and analytics—where your pattern-recognition ability is incredibly useful and highly valued,

often with less emphasis on constant high-stakes social interaction.

**=== (a) POS TAGGING ===**

Each word is assigned a grammatical tag:

61

**=== (b) WORD WITH GREATEST NUMBER OF DISTINCT TAGS ===**

Word: that

Tags: {'ADP', 'DET'}

This word is used in different in different roles.

**=== (c) TAGS IN DECREASING FREQUENCY ===**

Tags Sorted by decreasing frequency:

NOUN -> 16

ADJ -> 9

VERB -> 8

. -> 7

ADV -> 6

PRON -> 5

ADP -> 5

DET -> 3

CONJ -> 2

Common tags:

**=== (d) MOST COMMON TAGS AFTER A NOUN ===**

NOUN -> 16

- VERB after NOUN

- ADJ after NOUN

- ADV after NOUN

- DET after NOUN

- NUM after NOUN

- PRT after NOUN

- PRON after NOUN

- Another NOUN : compound nouns

**WEEK-8**

**AIM:** Write a program to implement various lemmatization techniques and prepare a chart with the performance of each method

**DESCRIPTION:** This program implements various lemmatization techniques such as NLTK WordNet, spaCy, and TextBlob to convert words into their base forms. It preprocesses text data, applies each method, and evaluates their performance based on accuracy and execution time. The results are compared using a chart to visualize efficiency and accuracy across different lemmatizers. This helps identify the most effective lemmatization approach for NLP tasks

**PROGRAM:**

import nltk

import spacy

from textblob import Word

from nltk.stem import WordNetLemmatizer

import pandas as pd

import matplotlib.pyplot as plt

from time import time

# Download necessary resources

nltk.download('wordnet')

nltk.download('punkt')

nltk.download('omw-1.4')

nltk.download('punkt\_tab')

# Load spacy model

nlp = spacy.load("en\_core\_web\_sm")

# Sample dataset (sentences with different forms of words)

sentences = [

    "The striped bats are hanging on their feet for best",

    "The children are playing with toys",

    "She is running and was thinking about the results",

    "The cars are driven on the roads",

    "He studies hard and is studying now"

]

# Preprocess sentences into tokens

tokens = [word for sentence in sentences for word in nltk.word\_tokenize(sentence)]

# --- 1. WordNet Lemmatizer ---

def wordnet\_lemmatizer(tokens):

    lemmatizer = WordNetLemmatizer()

    return [lemmatizer.lemmatize(word) for word in tokens]

# --- 2. Spacy Lemmatizer ---

def spacy\_lemmatizer(tokens):

    doc = nlp(" ".join(tokens))

    return [token.lemma\_ for token in doc]

# --- 3. TextBlob Lemmatizer ---

def textblob\_lemmatizer(tokens):

    return [Word(word).lemmatize() for word in tokens]

# Performance evaluation

def evaluate\_lemmatizer(method\_name, lemmatizer\_func):

    start = time()

    lemmatized\_tokens = lemmatizer\_func(tokens)

    end = time()

    # Accuracy: proportion of words that were changed meaningfully (heuristic)

    changed = sum([1 for i, j in zip(tokens, lemmatized\_tokens) if i != j])

    accuracy = changed / len(tokens)

    return {

        "Method": method\_name,

        "Execution Time (s)": round(end - start, 4),

        "Accuracy (Change Ratio)": round(accuracy, 4),

        "Sample Output": " ".join(lemmatized\_tokens)

    }

# Run evaluations

results = []

results.append(evaluate\_lemmatizer("WordNet Lemmatizer", wordnet\_lemmatizer))

results.append(evaluate\_lemmatizer("Spacy Lemmatizer", spacy\_lemmatizer))

results.append(evaluate\_lemmatizer("TextBlob Lemmatizer", textblob\_lemmatizer))

# Convert results to dataframe

df = pd.DataFrame(results)

print(df)

# Plot chart

plt.figure(figsize=(8, 6))

plt.bar(df['Method'], df['Accuracy (Change Ratio)'], color=['skyblue', 'orange', 'green'])

plt.xlabel("Lemmatization Method")

plt.ylabel("Accuracy (Change Ratio)")

plt.title("Comparison of Lemmatization Techniques")

plt.show()

**OUTPUT:**

Method Execution Time (s) Accuracy (Change Ratio) \

0 WordNet Lemmatizer 3.1006 0.2308

1 Spacy Lemmatizer 0.0328 0.6667

2 TextBlob Lemmatizer 0.0003 0.2308

Sample Output

0 The striped bat are hanging on their foot for ...

1 the striped bat be hang on their foot for good...

2 The striped bat are hanging on their foot for ...

![](data:image/png;base64,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)

**WEEK-9**

**AIM:** Write a program to implement TF-IDF for any corpus

**DESCRIPTION:** This program implements the TF-IDF (Term Frequency–Inverse Document Frequency) technique to evaluate the importance of words in a corpus. It converts text documents into numerical feature vectors based on word relevance. Using libraries like scikit-learn, the program computes TF-IDF scores for each term and displays the weighted representation. This helps identify the most significant words across documents for NLP or text mining task

**PROGRAM:**

import pandas as pd

import numpy as np

corpus = ['data science is one of the most important fields of science',

          'this is one of the best data science coures',

          'data scientists analyze data' ]

words\_set = set()

for doc in corpus:

  words = doc.split()

  words\_set = words\_set.union(set(words))

# words\_set.discard('') # This line is no longer needed after using split() without arguments

print('Number of words in the corpus:',len(words\_set))

print('The words in the corpus: \n', words\_set)

n\_docs = len(corpus)

n\_words\_set = len(words\_set)

df\_tf = pd.DataFrame(np.zeros((n\_docs, n\_words\_set)), columns=list(words\_set))

# Compute Term  Frequency (TF)

for i in range(n\_docs):

  words = [word for word in corpus[i].split() if word]

  for w in words:

    df\_tf.loc[i, w] += 1/len(words) # Use .loc for clearer indexing

# Dataframe shows the frequency of each word in each document,

# a column for each word and a row for each document.

print("\nTerm Frequency (TF) DataFrame:")

display(df\_tf) # Use display for better formatting

print("\nIDF of:")

idf = {}

for w in words\_set:

  k = 0

  for i in range(n\_docs):

    if w in corpus[i].split():

      k += 1

  if k > 0: # Avoid division by zero

    idf[w] = np.log10(n\_docs/k)

    print(f'{w:>15}: {idf[w]:>10.4f}') # Format IDF to 4 decimal places

df\_tf\_idf = df\_tf.copy()

for w in words\_set:

  if w in idf: # Check if word exists in idf dictionary

    df\_tf\_idf[w] = df\_tf[w] \* idf[w]

print("\nTF-IDF DataFrame:")

display(df\_tf\_idf) # Use display for better formatting

**OUTPUT:**

Number of words in the corpus: 14

The words in the corpus:

{'best', 'the', 'scientists', 'important', 'is', 'one', 'analyze', 'most', 'of', 'science', 'data', 'coures', 'this', 'fields'}

Term Frequency (TF) DataFrame:
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**WEEK-10**

**AIM:** Write a program to implement various stemming techniques and prepare a chart with the performance of each method

**DESCRIPTION:** Stemming is a fundamental preprocessing step in Natural Language Processing (NLP) that reduces inflected or derived words to their base or root form. This helps normalize words so that similar words are treated as one during text analysis (e.g., *running*, *runs*, and *ran* → *run*).

**PROGRAM:**

#Stemming Algorithm

import matplotlib.pyplot as plt

from nltk.stem import PorterStemmer , LancasterStemmer, SnowballStemmer

words=["running","Happiness","fishing","easily","studies","cries","nationality"]

porter=PorterStemmer()

lancaster=LancasterStemmer()

snowball=SnowballStemmer("english")

porter\_stems=[porter.stem(w) for w in words]

lancaster\_stems=[lancaster.stem(w) for w in words]

snowball\_stems=[snowball.stem(w) for w in words]

print("Original -> Porter| Lancaster| Snowball \n")

for i,w in enumerate(words):

  print(f"{w:12} {porter\_stems[i]:8} | {lancaster\_stems[i]:9} | {snowball\_stems[i]}")

fig,ax=plt.subplots(figsize=(16,5))

bar\_width= 0.25

x=range(len(words))

ax.bar([i-bar\_width for i in x],[len(s) for s in porter\_stems],

       width=bar\_width,label="Porter")

ax.bar(x,[len(s) for s in lancaster\_stems],

       width=bar\_width,label="Lancaster")

ax.bar([i+bar\_width for i in x],[len(s) for s in snowball\_stems],

       width=bar\_width,label="Snowball")

ax.set\_xticks([i for i in x])

ax.set\_xticklabels(words,rotation=30)

ax.set\_ylabel("Lenght of Stemmed Words")

ax.set\_title("Comparison of Stemming Techniques")

ax.legend()

plt.tight\_layout()

plt.show()

**OUTPUT:**

**![](data:image/png;base64,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)**
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**WEEK-11**

**AIM:** Write a program to implement chunking and chinking for any corpus.

**DESCRIPTION:** Chunking and Chinking are essential techniques used in Natural Language Processing (NLP) for shallow parsing of text. These methods help identify and group meaningful phrases from a sentence based on their grammatical structure using Part-of-Speech (POS) tagging. Chunking refers to the process of segmenting and labeling sequences of words into syntactically correlated parts of sentences, such as noun phrases (NP) or verb phrases (VP). For example, in the sentence *“The quick brown fox jumps over the lazy dog”*, the phrase *“The quick brown fox”* can be recognized as a noun phrase. Chunking is usually performed using regular expression-based grammars that specify patterns of POS tags to capture.

**PROGRAM:**

import nltk

from nltk import pos\_tag, word\_tokenize, RegexpParser

from nltk.tree import Tree

nltk.download('punkt\_tab')

nltk.download('averaged\_perceptron\_tagger\_eng')

text = "The quick brown fox jumps over the lazy dog near the river bank"

tokens = word\_tokenize(text)

pos\_tags = pos\_tag(tokens)

print("Pos Tagged Sentences:\n",pos\_tags)

print("-"\* 80)

chunk\_grammer = r"""

NP: {<DT>?<JJ> \* <NN.\*>+}  #Optional determiner, adjectives and nouns """

chunk\_parser =RegexpParser(chunk\_grammer)

chunk\_tree = chunk\_parser.parse(pos\_tags)

print("Chunking Result (Noun Phrases): ")

for subtree in chunk\_tree:

  if isinstance(subtree, Tree) and subtree.label() == "NP":

    print(" ".join(word for word, pos in subtree.leaves()))

print("-"\*80)

chink\_grammer = r"""

    NP: {<.\*>+}           # Chunck everthing

        }<VB.\*|IN>+{      # Chink out verbs and prepositions

  """

chink\_parser = RegexpParser(chink\_grammer)

chink\_tree = chink\_parser.parse(pos\_tags)

print("Chinking Result (After Removing Verbs & Prepositions):")

for subtree in chink\_tree:

  if isinstance(subtree, Tree) and subtree.label() == "NP":

    print(" ".join(word for word, pos in subtree.leaves()))

print("-"\*80)

print("Chunk Tree Structure:/n")

print(chunk\_tree.pformat(margin=70))

print("-"\*80)

print("Chink Tree Structure:/n")

print(chink\_tree.pformat(margin=70))

**OUTPUT:**

Pos Tagged Sentences:

[('The', 'DT'), ('quick', 'JJ'), ('brown', 'NN'), ('fox', 'NN'), ('jumps', 'VBZ'), ('over', 'IN'), ('the', 'DT'), ('lazy', 'JJ'), ('dog', 'NN'), ('near', 'IN'), ('the', 'DT'), ('river', 'NN'), ('bank', 'NN')]

--------------------------------------------------------------------------------

Chunking Result (Noun Phrases):

The quick brown fox

the lazy dog

the river bank

--------------------------------------------------------------------------------

Chinking Result (After Removing Verbs & Prepositions):

The quick brown fox

the lazy dog

the river bank

--------------------------------------------------------------------------------

Chunk Tree Structure:/n

(S

(NP The/DT quick/JJ brown/NN fox/NN)

jumps/VBZ

over/IN

(NP the/DT lazy/JJ dog/NN)

near/IN

(NP the/DT river/NN bank/NN))

--------------------------------------------------------------------------------

Chink Tree Structure:/n

(S

(NP The/DT quick/JJ brown/NN fox/NN)

jumps/VBZ

over/IN

(NP the/DT lazy/JJ dog/NN)

near/IN

(NP the/DT river/NN bank/NN))

**WEEK-12**

**AIM:** Write a program to implement all the NLP Pre-Processing Techniques required to perform further NLP tasks.

**DESCRIPTION:** The program takes a sample text and performs various preprocessing steps including sentence and word tokenization, lowercasing, removal of punctuation, numbers, and stopwords, stemming, lemmatization, and part-of-speech tagging. These steps help in cleaning, normalizing, and structuring the text data so that it can be efficiently used by NLP models and algorithms for accurate analysis and processing.

**PROGRAM:**

import nltk

import string

from nltk.corpus import stopwords

from nltk.tokenize import word\_tokenize, sent\_tokenize

from nltk.stem import PorterStemmer, WordNetLemmatizer

nltk.download('punkt')

nltk.download('stopwords')

nltk.download('wordnet')

nltk.download('averaged\_perceptron\_tagger')

nltk.download('punkt\_tab')

nltk.download('averaged\_perceptron\_tagger\_eng')

# Explicitly load the tagger - Removed this line

text = """Natural Language Processing (NLP) is a field of Artificial Intelligence

that focuses on enabling computers to understand and process human language.

It includes tasks like tokenization, stemming, lemmatization, and POS tagging!"""

print("Original Text:\n", text)

print("="\*80)

sentences = sent\_tokenize(text)

print("Sentence Tokenization:\n", sentences)

print("="\*80)

words = word\_tokenize(text)

print("Word Tokenization:\n", words)

print("="\*80)

words = [word.lower() for word in words]

print("Lowercasing:\n", words)

print("="\*80)

words = [word for word in words if word.isalpha()]

print("After Removing Punctuation & Numbers:\n", words)

print("="\*80)

stop\_words = set(stopwords.words('english'))

filtered\_words = [word for word in words if word not in stop\_words]

print("After Removing Stopwords:\n", filtered\_words)

print("="\*80)

ps = PorterStemmer()

stemmed\_words = [ps.stem(word) for word in filtered\_words]

print("After Stemming:\n", stemmed\_words)

print("="\*80)

lemmatizer = WordNetLemmatizer()

lemmatized\_words = [lemmatizer.lemmatize(word) for word in filtered\_words]

print("After Lemmatization:\n", lemmatized\_words)

print("="\*80)

pos\_tags = nltk.pos\_tag(filtered\_words)

print("Part-of-Speech (POS) Tagging:\n", pos\_tags)

print("="\*80)

**OUTPUT:**

**Original Text:**

Natural Language Processing (NLP) is a field of Artificial Intelligence

that focuses on enabling computers to understand and process human language.

It includes tasks like tokenization, stemming, lemmatization, and POS tagging!

==================================================================

**Sentence Tokenization:**

['Natural Language Processing (NLP) is a field of Artificial Intelligence\nthat focuses on enabling computers to understand and process human language.', 'It includes tasks like tokenization, stemming, lemmatization, and POS tagging!']

==================================================================

**Word Tokenization:**

['Natural', 'Language', 'Processing', '(', 'NLP', ')', 'is', 'a', 'field', 'of', 'Artificial', 'Intelligence', 'that', 'focuses', 'on', 'enabling', 'computers', 'to', 'understand', 'and', 'process', 'human', 'language', '.', 'It', 'includes', 'tasks', 'like', 'tokenization', ',', 'stemming', ',', 'lemmatization', ',', 'and', 'POS', 'tagging', '!']

==================================================================

**Lowercasing:**

['natural', 'language', 'processing', '(', 'nlp', ')', 'is', 'a', 'field', 'of', 'artificial', 'intelligence', 'that', 'focuses', 'on', 'enabling', 'computers', 'to', 'understand', 'and', 'process', 'human', 'language', '.', 'it', 'includes', 'tasks', 'like', 'tokenization', ',', 'stemming', ',', 'lemmatization', ',', 'and', 'pos', 'tagging', '!']

==================================================================

**After Removing Punctuation & Numbers:**

['natural', 'language', 'processing', 'nlp', 'is', 'a', 'field', 'of', 'artificial', 'intelligence', 'that', 'focuses', 'on', 'enabling', 'computers', 'to', 'understand', 'and', 'process', 'human', 'language', 'it', 'includes', 'tasks', 'like', 'tokenization', 'stemming', 'lemmatization', 'and', 'pos', 'tagging']

==================================================================

**After Removing Stopwords:**

['natural', 'language', 'processing', 'nlp', 'field', 'artificial', 'intelligence', 'focuses', 'enabling', 'computers', 'understand', 'process', 'human', 'language', 'includes', 'tasks', 'like', 'tokenization', 'stemming', 'lemmatization', 'pos', 'tagging']

==================================================================

**After Stemming:**

['natur', 'languag', 'process', 'nlp', 'field', 'artifici', 'intellig', 'focus', 'enabl', 'comput', 'understand', 'process', 'human', 'languag', 'includ', 'task', 'like', 'token', 'stem', 'lemmat', 'po', 'tag']

==================================================================

**After Lemmatization**:

['natural', 'language', 'processing', 'nlp', 'field', 'artificial', 'intelligence', 'focus', 'enabling', 'computer', 'understand', 'process', 'human', 'language', 'includes', 'task', 'like', 'tokenization', 'stemming', 'lemmatization', 'po', 'tagging']

==================================================================

**Part-of-Speech (POS) Tagging:**

[('natural', 'JJ'), ('language', 'NN'), ('processing', 'NN'), ('nlp', 'JJ'), ('field', 'NN'), ('artificial', 'JJ'), ('intelligence', 'NN'), ('focuses', 'NNS'), ('enabling', 'VBG'), ('computers', 'NNS'), ('understand', 'JJ'), ('process', 'NN'), ('human', 'JJ'), ('language', 'NN'), ('includes', 'VBZ'), ('tasks', 'NNS'), ('like', 'IN'), ('tokenization', 'NN'), ('stemming', 'VBG'), ('lemmatization', 'NN'), ('pos', 'NN'), ('tagging', 'VBG')]

==================================================================

**WEEK-13**

**A)** **AIM:** Write a program to implement Conditional Frequency Distributions (CFD) for any corpus

**DESCRIPTION:** This program demonstrates how to implement Conditional Frequency Distributions (CFD) in Natural Language Processing (NLP) using the NLTK library.

A Conditional Frequency Distribution shows how often different words occur under specific conditions. For example, you can find the frequency of words that appear after a particular word or in a specific text category.

**PROGRAM:**

import nltk

from nltk.corpus import inaugural

from nltk.probability import ConditionalFreqDist

nltk.download('inaugural')

cfd = ConditionalFreqDist(

    (fileid, word.lower())

    for fileid in inaugural.fileids()

    for word in inaugural.words(fileid)

)

print("Conditions (Years of Speeches):")

print(list(cfd.conditions())[:10])  # Display first 10 conditions

print("="\*80)

print("Frequency of 'freedom' across different years:\n")

for year in ['1789-Washington.txt', '1861-Lincoln.txt', '1933-Roosevelt.txt', '2009-Obama.txt']:

    print(year, ":", cfd[year]['freedom'])

print("="\*80)

print("Most common words in '2009-Obama.txt':")

print(cfd['2009-Obama.txt'].most\_common(10))

**OUTPUT:**

Conditions (Years of Speeches):

['1789-Washington.txt', '1793-Washington.txt', '1797-Adams.txt', '1801-Jefferson.txt', '1805-Jefferson.txt', '1809-Madison.txt', '1813-Madison.txt', '1817-Monroe.txt', '1821-Monroe.txt', '1825-Adams.txt']

==================================================================

Frequency of 'freedom' across different years:

1789-Washington.txt : 0

1861-Lincoln.txt : 0

1933-Roosevelt.txt : 0

2009-Obama.txt : 3

==================================================================

Most common words in '2009-Obama.txt':

[('the', 135), (',', 130), ('and', 111), ('.', 108), ('of', 82), ('to', 70), ('our', 67), ('we', 62), ('that', 49), ('a', 47)]

**B) AIM:** Find all the four-letter words in any corpus. With the help of a frequency distribution (Freq Dist), show these words in decreasing order of frequency.

**DESCRIPTION:** This program finds all the four-letter words from a selected text corpus and displays them in decreasing order of frequency using the Frequency Distribution (FreqDist) feature of the NLTK library.

A Frequency Distribution counts how many times each word appears in a given text. By filtering words of exactly four letters, we can analyze patterns of short word usage in the corpus. This type of analysis helps in understanding word popularity, text characteristics, and linguistic trends.

**PROGRAM:**

import nltk

from nltk.corpus import gutenberg

from nltk.probability import FreqDist

nltk.download('gutenberg')

words = [word.lower() for word in gutenberg.words('austen-emma.txt') if word.isalpha()]

four\_letter\_words = [word for word in words if len(word) == 4]

fdist = FreqDist(four\_letter\_words)

print("Four-letter words in decreasing order of frequency:\n")

for word, frequency in fdist.most\_common(20):

print(f"{word} : {frequency}")

**OUTPUT:**

[nltk\_data] Downloading package gutenberg to /root/nltk\_data...

[nltk\_data] Unzipping corpora/gutenberg.zip.

Four-letter words in decreasing order of frequency:

that : 1806

have : 1320

with : 1217

very : 1202

emma : 865

been : 759

were : 600

miss : 599

will : 570

must : 567

from : 546

they : 540

what : 536

this : 526

such : 489

much : 486

said : 484

more : 467

them : 432

than : 415

**C)AIM:** Define a conditional frequency distribution over the names corpus that allows you to see which initial letters are more frequent for males versus females.

**DESCRIPTION:**

This program defines a Conditional Frequency Distribution (CFD) over the Names corpus available in NLTK to analyze which initial letters (first letters of names) are more frequent for male and female names.

A Conditional Frequency Distribution shows how often certain events occur given specific conditions.  
Here,

1. The condition is the gender ('male' or 'female').
2. The event is the first letter of each name.

**PROGRAM:**

import nltk

from nltk.corpus import names

from nltk.probability import ConditionalFreqDist

nltk.download('names')

male\_names = names.words('male.txt')

female\_names = names.words('female.txt')

cfd = ConditionalFreqDist(

(gender, name[0].lower())

for gender in ['male', 'female']

for name in (male\_names if gender == 'male' else female\_names)

)

print("Most common initial letters for males:")

print(cfd['male'].most\_common(10))

print("="\*80)

print("Most common initial letters for females:")

print(cfd['female'].most\_common(10))

**OUTPUT:**

Most common initial letters for males:

[('s', 238), ('a', 213), ('m', 200), ('r', 200), ('t', 188), ('b', 173), ('c', 166), ('h', 163), ('g', 156), ('w', 151)]

==================================================================

Most common initial letters for females:

[('m', 484), ('c', 469), ('a', 443), ('l', 332), ('s', 309), ('d', 308), ('j', 293), ('k', 276), ('e', 251), ('r', 247)]

[nltk\_data] Downloading package names to /root/nltk\_data...

[nltk\_data] Unzipping corpora/names.zip.

**WEEK-14**

**A) AIM:** Write a program to identify which word has the greatest number of distinct tags? What are they, and what do they represent?

**DESCRIPTION:**

This program identifies the word that has the greatest number of distinct POS (Part-of-Speech) tags in the Brown corpus using the NLTK library.

In natural language, a single word can serve multiple grammatical roles depending on context. For example, the word “run” can be a noun (“a long run”) or a verb (“they run fast”).  
By analyzing the tagged Brown corpus, we can find which word appears with the most different POS tags — showing its linguistic versatility.

**PROGRAM:**

import nltk

from nltk.corpus import brown

nltk.download('brown')

nltk.download('universal\_tagset')

word\_tags = {}

for (word, tag) in brown.tagged\_words(tagset='universal'):

word = word.lower()

if word not in word\_tags:

word\_tags[word] = set()

word\_tags[word].add(tag)

max\_word = max(word\_tags, key=lambda w: len(word\_tags[w]))

max\_tags = word\_tags[max\_word]

print("Word with greatest number of distinct POS tags:\n")

print("Word:", max\_word)

print("Number of distinct tags:", len(max\_tags))

print("Tags:", max\_tags)

**OUTPUT:**

[nltk\_data] Downloading package brown to /root/nltk\_data...

[nltk\_data] Unzipping corpora/brown.zip.

[nltk\_data] Downloading package universal\_tagset to /root/nltk\_data...

[nltk\_data] Unzipping taggers/universal\_tagset.zip.

Word with greatest number of distinct POS tags:

Word: down

Number of distinct tags: 6

Tags: {'VERB', 'ADJ', 'PRT', 'ADP', 'ADV', 'NOUN'}

**B) AIM**: Write a program to list tags in order of decreasing frequency and what do the 20 most frequent tags represent?

**DESCRIPTION:**

This program lists all Part-of-Speech (POS) tags from the Brown corpus in decreasing order of frequency using the NLTK library.

Every word in the Brown corpus is labeled with a POS tag that identifies its grammatical role — such as noun, verb, adjective, etc. By counting how often each tag appears, we can understand which parts of speech are most common in English text.

**PROGRAM:**

import nltk

from nltk.corpus import brown

from nltk.probability import FreqDist

nltk.download('brown')

nltk.download('universal\_tagset')

tags = [tag for (word, tag) in brown.tagged\_words(tagset='universal')]

fdist = FreqDist(tags)

print("POS Tags in decreasing order of frequency:\n")

for tag, freq in fdist.most\_common(20):

print(f"{tag} : {freq}")

**OUTPUT:**

[nltk\_data] Downloading package brown to /root/nltk\_data...

[nltk\_data] Package brown is already up-to-date!

[nltk\_data] Downloading package universal\_tagset to /root/nltk\_data...

[nltk\_data] Package universal\_tagset is already up-to-date!

POS Tags in decreasing order of frequency:

NOUN : 275558

VERB : 182750

. : 147565

ADP : 144766

DET : 137019

ADJ : 83721

ADV : 56239

PRON : 49334

CONJ : 38151

PRT : 29829

NUM : 14874

X : 1386

**C) AIM:** Write a program to identify which tags are nouns most commonly found after? What do these tags represent?

**DESCRIPTION:**

This program identifies the most common POS (Part-of-Speech) tags that follow nouns in the Brown corpus using NLTK.

In English grammar, nouns are often followed by specific types of words — such as prepositions (ADP), verbs (VERB), or determiners (DET) — depending on sentence structure

**PROGRAM:**

import nltk

from nltk.corpus import brown

from nltk.probability import ConditionalFreqDist

nltk.download('brown')

nltk.download('universal\_tagset')

tags = [tag for (word, tag) in brown.tagged\_words(tagset='universal')]

bigrams = list(nltk.bigrams(tags))

cfd = ConditionalFreqDist(bigrams)

print("Most common tags that appear after NOUN:\n")

for tag, freq in cfd['NOUN'].most\_common(10):

print(f"{tag} : {freq}")

**OUTPUT:**

[nltk\_data] Downloading package brown to /root/nltk\_data...

[nltk\_data] Package brown is already up-to-date!

[nltk\_data] Downloading package universal\_tagset to /root/nltk\_data...

[nltk\_data] Package universal\_tagset is already up-to-date!

Most common tags that appear after NOUN:

. : 78326

ADP : 67460

VERB : 43819

NOUN : 41309

CONJ : 16451

ADV : 7307

PRON : 5492

PRT : 4940

DET : 4504

ADJ : 3603